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Abstract
Project Code: RSA4680024
Project Title: Learning Algorithms for Multiclass and Noisy Domains
Investigator: Boonserm Kijsirikul
E-mail Address: boonserm.k@chula.ac.th
Project Period: August 15, 2003 — August 14, 2006

In this research, we propose methods for (1) extending Support Vector Machines
(SVMs) for dealing with multiclass problems, and (2) enabling Inductive Logic
Programming (ILP) for dealing with noisy data. SVMs were primarily designed for two-
class classification problems with their outstanding performance in real world
applications. Previous methods for solving the multiclass problem of SVMs are
typically to consider the problem as the combination of two-class decision functions.
The Decision Directed Acyclic Graph (DDAG) is a well-known method for multiclass
SVMs that has advantage of fast evaluation time and provides classification accuracy
comparable to other methods. Motivated by DDAG, we propose the Adaptive DAG
(ADAG): a modified structure of DDAG that has a lower number of decision levels.
ADAG improves the accuracy of DDAG while it maintains low computational
requirement. Next, we propose an enhancement version of ADAG, called Reordering
Adaptive Directed Acyclic Graph (RADAG), to find one best ADAG from all possible
ADAGs by using the reordering algorithm with minimum-weight perfect matching.
Experiment results on several datasets denote that our methods give higher accuracies
than those of the previous methods.

ILP is an efficient technique for relational data mining, but when ILP is applied in
noisy domains, the rules induced by ILP often struggle with the overfitting problem. We
propose methods for enabling ILP to deal with this problem. We first propose a method
for learning first-order Bayesian network (FOBN) which can handle noisy data
powerfully. Due to a high computation cost for directly learning FOBN, we adapt an
ILP system and a Bayesian network learner to construct FOBN. We propose a feature
extraction algorithm to generate features from ILP rules, and use these features as the
main structure of the FOBN. The experimental results show that FOBN performs better
than a traditional ILP system. We also propose a novel hybrid learning method to enable
neural networks to handle first-order logic programs directly. The proposed method,
called First-Order Logical Neural Network (FOLNN), employs the standard feed-
forward neural network and integrates inductive learning from examples and
background knowledge. We propose a method for determining the appropriate variable
substitution in FOLNN learning by using multiple-instance learning. The experimental
results on two first-order learning problems show that the proposed method performs
better than PROGOL, the state-of-the-art ILP system.

Keywords: Support Vector Machines, Multiclass Classification, Adaptive Directed
Acyclic Graphs, Reordering Adaptive Directed Acyclic Graphs, First-Order Bayesian
Networks, First-Order Logical Neural Networks.
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oo P e W g Y )
ﬁ\‘]ﬂ'ﬁulﬂa'ﬂuﬂ lL&:G\'JE)ﬂ'1;+‘5L’I.l&llﬂﬂﬁ‘i’]dLLEWNFHYIﬂ%q&llu‘gﬂﬂagmma:ﬂ;ﬂ

. . 4
M990 4 dnwuzvesdoyaiiamerey

gedoya | Swan | dwam v Fuaw
masdie | Aaethe Nl AT
O QN
Satimage 4,435 2,000 6 36
Shuttle 43,500 14,500 7 9
Vowel 528 462 11 10
Soybean 290 340 15 | 35

4 \ ¥ .
@159 5 WIHURDUS W UATITAIANTI WU

) Polynomial Kernel J
. Lxpected Output| Expected Output | RADAG | MaxWins
TR | vale  of | Vale  of | (kD) | (k(el)/2)
of IBD  IBD of BD BD iy
_(log:k)
Satimage | 2474 4999 | 2585 4847 | 5 15
Shutle | 0965 5359 | 2807 5378 | 6 21
Vowel | 3459 5385 | 3459 5665 | 10 55
Soybean | 3.617 6971 | 3907  6.783 | 14 105
i RBF Kernel Al
‘Expected  Output | Expected  Output | RADAG | Max Wins.
TUBE | Walue  of | Value of | k1) | (k(k-12)
of BB 18D | of BD  BD
Satimage | 2474 4734 | 2585 4577 5 15
Shutle | 0965 4982 | 2807 5758 | 6 21
Vowel | 3459 5628 | 3459 5819 | 10 55
| Soybean | 3.617 5400 | 3.907 6591 14 105
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RO 7§ D | @ BD | d RADAG| d  Max |
- Wins
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Shuttle 8§ 99924 | 8 99.924 & 99924 | 8  99.924
Vowel 364935 | 2 65.022| 3 64502 | 3 64.329
Soybean | 3 90.882 | 4 89520 3  9L176 | 3  90.471

RBF Kernel

Falnyg ¢ IBD ¢  BD | ¢ RADAG| ¢ Max
L Wins

Satimage |05 91950 | 1.0 91.350| 0.5 91950 | 0.5  91.984
Shuttle | 3.0 99.890 | 3.0 99.886| 3.0 99.897 | 3.0  99.897
Vowel |03 66450 | 02 62.900 | 02 67.100 | 0.2  65.340
Soybean  |0.07 91.471 | 0.04 89.118|0.07 90.882 | 0.08 90.468
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P o e o . . ' .
sz 2 wiie Aeesned1@unn iy (First-order Logic : FOL) waxtev s (Bayesian Network :
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- A o h R - Y L ¥ - .
weasnidoungaldnnawlddadulaliogluguassnaaauszwad (Propositional Logic)
“ v o A
larsatadaii
rich € genius, diligent.
rich € artist, save_money.
o \ Ay e E - ' A . aey & & 4 = a Y
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™ o 4§ O | @ a w a 5 v a & . a v we a .
data) msfianuduiuitssznindoyaiildmadouvirldoindiudu Tavdnfduldangulali
o 5 P SV y = e a4 A4 A a
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wdvmsassamaatunlgaad
rich(X) € genius({X), diligent(X).
rich(X) € artist{X), save_money (X).

rich(X) € parent(Y,X), rich(Y), genius(Y).
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f1(a) :- a{a).

£2(A,B,C,D) :- b{A,B,C),c(B,D),d(D).
£3(a,B,C,E) :- b(A,B,C),e(C,E).
f4(A,B,C, %) :- b{A,B,C),f(C,F).
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5# 13 dnuarddanglil 12 fsslay MCAFEE

£1(a) :- genius(a}.

£2(a} :- diligent{n).

£3 (A} :- artist{a}.

f4(a}) - save_money (A).

£5(A,B) :- parent(B,A).rich{(B).
£6(A,B) :- parent(B,A},genius(B).
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2.1.3 GRASP

Wataililaua GRASP (GRound substitution AS example Propositionalization) #u1fludana3iy
~

o a ' A e o P E X 4 ERY ' Y
'Lumsﬁwme%amammmmvasgmmagamﬁrmﬂm mumaamﬂmansmmamwawa;‘{aﬂﬁ
L A ] = . o ed o [ o o
mwauwuﬁmanumauﬂaagﬂ"lmﬂugﬂwua:\‘J’nmﬁaLﬂmmmﬂunﬂmuummmmsnLﬁaﬂmﬂuum
' ' 4 v e ' | o a ' | o [ ol w )
Tadsnnimfsuor e drethiatu Rasoneredraluwded 2.1.1 Bnese ﬁugmlwmn a lu
B ' A [ = | [ P v = a 4 a4 o
mammm'lwsgaau‘qmﬂﬁmmauwufmanuua:'lwmn a dWaynsswwaginuiean (wie hy Hedl
s, O- Er S 1 Y A L 1}
amauu@aslh  parent(h,a). genius(h). mnmamaﬁmaﬂmmﬂaway}a‘lﬁ”maglugﬂ
d v o o . ' [V | o

gwdayasmudsnin:ldiadvintrasddsusadlunisei s (g £1-£6 lugf 6)

o LTl

anTeft 8 Tayavasing a (Aadeft 2.1.1) Weudlaslaglusgwdayammadiun
ety maewdh | 22 | e | sm | 3 | B | s
a A/a, Bl/e 1 0 0 1 1 0
A/a, B/h 1 0 0 1 0 1

= = A U = 4 - Pl C‘ Qs F=3 [ 3! '
lunsdlusnuin a dvensis (wn e) dnlunsdinaasun a Inafdeados (Wi n) wainlulden
‘e [Fensel et al., 1995] LawplWidnsunumdaussdaovoyasss (ground substitution : GS %39
. - . z o A & 1 5 :: s A 1 G
variable binding) nawwannnsdifludredralmivonsalugudoyammades (laofiadrdratialn
E A o o ' a o ' o o | e o an A o
navuafiRanndaiaduiulddanudeansideiuusciueg)  FagumsunuaInizaInsiizosns
Pl a5 e ' ' v mddd v = v ow - o & . v a
a lumsish 8 fadudiedralwizesdy F50Adednesta Jausnfonsuasdayadszinnitinliiiia
t I v o d va o I + = XY b o & o oA o
deyslniiflugudayamnudoriuiafeildmunsoldszunSoufdulidaiulandadaGouiinanu
v oy oW ar | e a4 Y o a e | - ' & A a
wldviud lddasdiuudsdoyadndeansduivnuitousnuiauelidodnindnmsafifiann
[ ' ' o A as | o am .. . . .
grogainfonuinnusunssaenuASunidafsunaaud (multi-instance propositionalization)
d o [ a e~ o . R ' v o oy
[Kramer et al., 2001] Favhlddesianndrduuntszinndeyalwininue (imsnsaldddouiisau

23



(-] =l L Ve o Ha v oot A =] as  we £ ] d u LY
windesruudouiiulidafulandogudqld) uardefdanaosfioanuduiuiazniroluanadsldann
add ' o A [y « =3
Fnesiianuanysaliduannniy (strong completeness) #15A1A1T197 9 dufafl

4 et 3 A I3
1IN 9 978 FJ‘N’IJENWT]ME(NHT&EL“IJNN"!T!HT]

wipthy | elass | misunnd | £1 | 227 3| £a
El " fgas | 0 0 1
OE12 0 1 0 0

E2 " B2 0 [ 0 0
Og22 1 0 0 1

E3 + B 0 0 1 1
Besz I 7% [ | o

E4 N Bear 0 0 ] 0
80 1 0 0 )

ES _ Oes; 1 0 1 0
Besz I | 0o o

A ' o ' | o %
Wosnnarwrezilunenas p(+[f2) usz p(+[f4) 61 1.0 Tuwamed p(+) drwnle 0.6
& a & - Cvoa ~ = ar '
aziulua class 340uny (depend on) Tua £2 uaz £4  wadufeniosnisurudios lusiatng
= =t - ] ' a I’y v P - r , & o4 '
W umeglnissiliduinldinlug class Aunvlua £2 w3a £4 Tualaluandaviundsla
ATUOIU
[ 3 -3 U = o [l [l I3 - [l A
ptelsfienumniennisunudinng wwnbudedilndarailiifalymsasedis Jymide
N o ' vl = o o (Y - = A f
usnfedruandrednslminldensiiuummarlimbsarudilumsfopudeyammaao i

= v o & aad o v a a :a v A A
Wioswe  dlywidefzesfeitiaramimifanrulenaralumaGouldidunsilluanmf 10

P o . a a a! o q . a
@151991 10 nTcleneEy 7 mgmﬂnmmi’iumamalw 10 69

ot | eiase | e | 6L [ 8 [ &5 [ £

El & e 1 e T W
E2 s Bea 1 0 0 1
E3 + Bey 0 0 i 1
E4 + Beq 0 0 0 1
ES _ Bgs, 1 0 1 g
E$ _ Dgal 1 0 1 0
E7 - Bg7 0 0 0 1

872 0 - 0 !

Bers 0 0 0 1

Bz24 0 0 0 1

< a v ‘ o 1 a =
PINMTIA 10 amAwlanauianduni ol p(+f4) frurmlid 0.5 luwmesh p(+)
v v 4 ' . P . v o 2 o q we o w4 & ,
dumuld 0.57 Luaamnmmmmﬁ]:mumﬁaamlnammnumnmlﬂm;snugmmmmaa;ﬂdﬂum
= o ' o4 ' » o o a 4o s = o ' P o
class \{udaszdalua £4 ma‘lugnmaammmnlumwl,ﬂuﬁmmamaamwmmamamm (ET) N
s Lol B ] A Bt ]
TauEITUAI8dILINE08N3 (WIE p(+f4) = 0.8)
w z L L L2 = 0 -l I~ s [l E) g
GRASP witlywinsrasdadrsdulasmsiianmsunusnisaunauvuiualadelwiviiuulas
oY . s . . . .
azifaniani: GS Aldh (non-duplicate) wazdinrsunueduwzanga (maximal specific binding -

1 -r-1 bt A’
MSB) Tﬂumﬂmuﬂ'ﬁi"nm:mnqwummm

24



a P ' o - ' e o ar

Agwd 4 (Maunudidimzannga). ek nue o fBanmsunusilag Mmuald f(w) Aoavessnsus

. & - a - ' . v ‘ a | i a

FAyanuaitdusdives ©  WTHINISUNLAT 8 dasusrzdiagiadn e 0 1HunisunustEane
T | = A = . d A

mnqmnmama‘luu o Failumsuvuaisuess e 9 f(8) c fla) O

™ o a = o ’ 9 Ay P ad -
WATTUWIATTINN 11 URzIINRLIUN 4 ﬁ]:'lm’lmitmummtww:mnagﬂﬂvlwmmnm'mquanirﬁﬂa

a 0 3 1 Fl 1 :' G 1 = a :J
Ben Oeiz Opzy BRT Bpp  &HNA Og 4 mﬁumﬂmummLw‘azmnajmmmnu Og;) VTULALINY Ogyz T

¥ o & o ' o o o PR , &
TN By BzBUAIBgIRIARI 0 GRASP SiiRoamsunus Fnsdidssuyinnu

~t A e . ~ ar a o e . ' 2
®19191 11 ﬂimﬂ'lDUWJLQNEBG@]‘?LURUNL]JHFI'JE]U"I\‘ll‘ﬁ&l 8 en

i
fEx
ed

Araty ‘class | nmwwen| £1 | £2 )0
El + Be1r
Beiz

B3

9E14
E2 - Ogn
Bz
9523

—lo|lo|—|—~|o|s|—
— ol =] =] =] —~]—
pc = JPn
O |- Qo OO|_w
= IE=1 =1 B =1 = ™

BEZA

A o e eo o A 4 A o A oo dw
Woannszuudsuiinunuudiauinisiiawe lumuddsldmawnudrdumzangaflaig
o . ' N o o o odw ' Y ' o o A A v
Judretrelnd  lummiwsguanidvasdregnfldinunusnsusisissudiaufinis 3514
e Y 1 3 o ' £ ;e ' o
mMaunud i wzsngafligsesniedsiug lunahwsdioguiu - adislsfiaumisiiug
v da [ T T woa a A e U
Usannvasdeysfdanuduiuidenulaslddti eraddywiiesnnisunudidnwizanngailaan
Py ' . & A o ' Py d e as [ - coody o, o= o
nIadatislminmuafeiinndradiadunilidranagnialdegludeinmmianguiidmiisunn
And . " &F | o . .
lagdn@aEmadunsdszimassdeyalwilywiuudduagnu luses (bias) [Mitchel, 1997] vasilym
' a4 o . [ B Y v 1Y ) ' & w A = '
wanzdymdadnlimdeuiwdu dliendsanslihmanumiadumendsfinnfigavesnisunus
. Aw o, ¥ e a ] A e oA w 1 - .
Fuwzingaihigandafudssiamwiangy  wiedafulaomsldiFesduunn (majority vote) v
e = 5 a d . ' [ e
msunudduwznngefl lddmsnee  wiawiomanuhaniiunundivaanmsunudidiniziinga
dw .y E ' v v a ' ' = d dAyu a &4 a A
fllgnmuanenuddesdaiudssinmanndienuheniuaiofld duwiadicindawgagaly
v ez vl v | a o
srupdunuurasnuitaynalidldiwua lutesfimnzsuiulywldes

2.1.4 HANVINATNDY
mmmaaﬂ*ﬁ"qﬂﬁaga (dataset) D9 ﬂ7".';JmmmTum?n'anmuw"ufwadfmaqﬂ {mutagenesis)
. . I Y ar @ T ]
[Srinivasan & King, 1999] mLﬂwgcﬂmagauuuﬁmwauwuﬁ'ﬂanumﬂummgmlumsﬂmaau
= woa W o Y
AnuEmUsnedTzuLlaueaR I@lufmugnﬁmaN'{umm@aadiﬂm’mawm'mrymamu‘[maqaimma
a ' ' a w a e a Ao
wazfradeudacdrlsznavlddnguantfdneg vaslusnaniriia  afsmanpaasiygmtifans
. P ' ' ' [ . [ '
walsnnnaestuananllingwuinnawhmaniananaoiug (mutagenic) lanSala
J A L ar A )
lunmaansis i ldfanldszuy PROGOL (119544 CProgol4.2) [Muggleton, 1995] faiilw
pgs I e o . ' o [y o o o 4 . .
ssutlouaafftldsuntsvensunuesaunsrany (Nesfsassnzdauinisuazlflusunss WinMine
. R & o o g e A d a o [ ' | o ' 3
[Chickering, 2002} JuaiFouihsauudiafsnioudifuacinsieedufinfavastioamiud
e d L tha A . v,
feufinis  lwiusanmaiiwiemmearasaTeitlfinadia 3-fold cross-validation uszlddinns
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Sl fusnsemudniusivagraiiu Tasdudniuliunngegludmmavaingds luuensd
sl mansarimuasifuineuldduiasenld Wassnlinmuiarsunusn ldiuaudsfugas
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| v [ s v & o A e ' ' o & o e .
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&

The problem of extending binary support vector ma-
chines (SVMs) for multiclass classification is still an on-
going research issue. Ussivakul and Kijsirikul proposed
the Adaptive Directed Acyclic Graph (ADAG) approach
that provides accuracy comparable to that of the stand-
ard algorithm-Max Wins and requires low computation,
Howevey, different sequences of nodes in the ADAG may
provide different accuracy In this paper we present a
new method for multiclass classification, Reordering
ADAG, which is the modification of the original ADAG
method. We show examples to exemplify that the margin
(or 2/]w] value) between two classes of each binary SVM
dassifier affects the accuracy of classification, and this
margin indicates the magnitude of confusion between
the two classes, In this paper; we propose an algorithm
to choose an optimal sequence of nodes in the ADAG by
_ considering the [w| values of all classifiers to be used in
data classification. We then compare our performance
with previous methods including the ADAG and the Max
Wins algorithm. Experimental resulis demonstrate that
our method gives higher accuracy. Moreover it runs
faster than Max Wins, especially when the mumber of
classes and/or the number of dimensions are relatively

large.

Keywords: support vector machines, multiclass classifi-
cation, ADAG, Reordering ADAG

1. Introduction

Support vector machines (SVMs) were primarily de-
signed for two-class classification problems with their
outstanding performance in real world applications. How-
ever, extending SVMs for multiclass classification is still
an ongoing research issue. Typically, previous methods
for solving the multiclass problem of SVMs are to con-
sider the problem as the combination of two-class deci-
sion functions, e.g. one-against-one and
one-against-the-rest. The one-against-the-rest approach
works by constructing a set of k binary classifiers for a
k~class problem. The i* classifier is trained with all of the
examples in the # class with positive labels, and all other

Vol7 No.3, 2003

examples with negative labels. The final output is the
class that corresponds to the classifier with the highest
output value. Friedman [5] suggested the Max Wins al-
gorithm in which each one-against-one classifier casts
one vote for its preferred class, and the final result is the
class with the most votes. The Max Wins algorithm offers
faster training time compared to the one-against-the-rest
method. The Decision Directed Acyclic Graph (DDAG)
method proposed by Platt et al. reduces training and
evaluation time, while maintaining the accuracy relative
to the Max Wins [10]. The comparison experiments by
several methods on large problems in [6] show that the
Max Wins algorithm and the DDAG may be more suitable
for practical use. Ussivakul and Kijsirikul proposed the
Adaptive Directed Acyclic Graph (ADAG) method which
is the modification of the DDAG. This method reduces
the dependency of the sequence of nodes in the structure
as well as lowering the number of tests required to evalu-
ate for the correct class. Their approach yields higher
accuracy and reliability of classification, especially in
such a case that the number of classes is relatively large
[13]. There are also other implementations for multiclass
SVMs, e.g., [1,3,4,8,9,11,15].

In this paper we reveal that the ADAG still is dependent
on the sequence of its nodes, although it is less Jependent
on the order of binary classes in the sequence than the
DDAG; there are still differences in accuracy between
different sequences. This led to the reliability of the al-
gorithm. Here we propose a novel method that improves
reliability by choosing an optimal sequence which has
less chance to predict the wrong class and dynamically
reordering the sequence during classification process ac-
cording to each test data.

This paper is organized as follows. In the next section,
we review the DDAG and the ADAG. In Section 3, we
introduce the modification of the ADAG to improve the
performance. The numerical experiments are illustrated
in Section 4. All experiments are based on datasets of the
Machine Learning Repository at Irvine [2]. The results
show that our method yields higher accuracy of classifi-
cation. Moreover the rmning time used by our method is
less than that of Max Wins. Finally, the conclusions are
given in Section 5.
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Fig. 1. The DDAG finding the best class out of four classes.

2. SVM C(lassification

This section describes two previous works on multi-
class SVMs, which are related to our proposed method,
ie., the DDAG [6,10] and the ADAG [13].

2.1. DDAG

Platt et al. [10] presented a learning architecture, the
Decision Directed Acyclic Graph (DDAG), which is used
to combine many two-class classifiers into a multiclass
classifier For a %-class problem, its training phase is the
same as the one-against-one method by solving &(k-1)/2
binary SVMs, one for each pair of classes. However, in
the testing phase, it uses a rooted binary directed acyclic
graph which has 4(k-1)/2 internal nodes and k leaves
(Fig.1). Each node is a binary SVM of the i* and j*
classes. Given a test sample x, starting at the root node,
the binary decision function is evaluated. Then it moves
to either the left or the right depending on the output
value. Therefore, we go through a path before reaching a
leaf node which indicates the predicted class.

There are some issues on the DDAG as pointed out by
[13]). First, it gives outputs whose probabilities are not
uniformly distributed, and thus its output depends on the
sequence of binary classifiers in nodes, affecting the re-
liability of the algorithm. In addition, the correct class
placed in a node near the root node is clearly at a disad-
vantage by comparison with the correct class near leaf
nodes since it is exposed to a higher risk of being incor-
rectly rejected. Second, the number of node evaluations
for the correct class is still unnecessarily high. This re-
sults in higher cumulative etror and lower accuracy. The
depth of the DDAG is k-1, which is the number of times
the correct class has to be tested against other classes, on
average, and scales linearly with k.

22, ADAG

U§sivaku1 and Kijsirikul [13] proposed an approach to
alleviate the problem of the DDAG structure described
above. An Adaptive DAG (ADAG) is a DAG with a re-
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Adaptive Layer A

Adsptive Layer B

Onutput Layer

Fig. 2. The structure of an Adaptive DAG for an 8-class
problem.

versed triangular structure. For a k-class problem, its
training phase is the same as the DDAG method by solv-
ing k(k-1)/2 binary SVMSs, one for each pair of classes,
However, in the testing phase, the nodes are arranged in
a reversed triangle with &/2 nodes (rounded up) at the top,
k/2* nodes in the second layer and so on until the lowest
layer of a final node. It has %1 internal nodes, each of
which is labeled with an element of Boolean function
(Fig.2). Given a test example x, starting at the top level,
the binary decision function is evaluated. The node is then
exited via the oufgoing edge with a message of the pre-
ferred class. In each round, the number of candidate
classes is reduced by half. Based on the preferred classes
from its parent nodes, the binary function of the next-level
pode is chosen. The reduction process continues until
reaching the final node at the lowest level. The value of
the decision function is the value associated with the mes-
sage from the final leaf node. Like the DDAG, the ADAG
requires only k-1 decision nodes to be evaluated in order
to derive an answer. Note that the correct class is evalu-
ated against other classes for logzk times or less, consid-
erably less than the number of evaluations required by the
DDAG, which scales linearly with &.

An ADAG can be implemented using a list, where each
node eliminates one class from the list (Fig.3). Thé list is
initialized with a list of all classes. A test point is evalu-
ated against the decision node that corresponds to the first
and last elements of the list. If the node prefers one of
the two classes, the class is kept in the left element’s
position while the other class will be discarded from the
list. Then, the ADAG proceeds to test the second and the
elements before the last of the list. The testing process of
each round ends when either one or no class remains
untested in the list. After each round, the list is reduced
to k/2 elements (rounded up). Then, the ADAG process
repeats until only one class remains in the list.

Using the reversed triangular structure, the ADAG re-
duces the number of times the correct class is tested
against other classes, and thus reduces the cumulative
errors. However, there are still differences in accuracy
between the different sequences of nodes. Next we will
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Fig. 3. Implementation throﬁgh the list of the ADAG.

describe our method that improves the ADAG by finding
a best sequence of nodes.

3. Reordering Adaptive Directed Acyclic
Graphs

In this section, we introduce the modification of the
ADAG to improve the performance of the original ADAG.
‘This approach determines a best sequence of nodes in the
ADAG by dynamically reordering the sequence during
classification process according to each test data.

3.1. The Effect of jw|

The main idea of support vector machine classification
is to construct an optimal hyperplane to separate the data
of two classes. Suppose we have a data set D of I samples
in an n-dimensional space belonging to two different
classes (+1 and -1):

D= {(xh yk) l ke {1’"1I}s Xy S W, i € {+15'1}}‘

The hyperplane in the n dimensional space is deter-
mined by the pair (w,b) where w is an n-dimensional
vector orthogonal to the hyperplane and b is the offset
constant. The hyperplane (w - X)+b separates the data if
ind only if

(w-x)+b>0 if y=+1
(Ww-x)+b<0 if y=-1.

If we additionally rei]uire that w and b be such that
1¢ point closest to the hyperplane has a distance of 1/{w|,
1en we have

(w-x)+b=2l if y=+1
(w-x)+bs-1 if y=-1

ol.7 No.3, 2003
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Fig. 4. The |w| values of 325 classifiers.

which is equivalent to
viw x)+blzl Vi......... e 4

To find the optimal separating hyperplane, we have to
find the hyperplane that maximizes the minimum distance
between the hyperplane and any sample of training data.
The distance between two closest samples from different
classes is
d(w5) = min -+

bt} wl flye-1} w|

From (3), we can see that the appropriate minimum
and maximum values are +1. Therefore, we need to maxi-
mize

1 -1 2
e R RAARAEREERERLE 6)

As shown in Equations (5) and (6), the distance be-
tween the two closest samples from different classes is
2/lw]|. The greater the distance, the less confusion between
these two classes will be. Below we show some examples
to illustrate that the {w]| value affects the accuracy of data
classification. The experiment is based on the English
letter image recognition dataset from [2] which has 26
classes. Hence there are 325 classifiers. In this case, the
dataset is trained by using Polynomial kernel degree 3.
In Figd, |w| values of all classifiers are depicted. The
average of all of them is 4.87.

Figure 5 shows two test examples, which were evalu-
ated using the ADAG method. For the first example
(Fig.5(a)), the correct class was class 8 but the classifier
in the second level incorrectly eliminated the correct class
from the list. The [w] value of this classifier was 21.50,
which was much bigger than the average (4.87). For the
second example (Fig.5(b)), the correct class was class 9
but the classifier in the fifth level eliminated the correct
class from the list. The |w| value of this classifier was
36.03. Both test examples were misclassified because of
classifiers with high |w| values.

We evajuated 4,000 test examples in this experiment.
Table 1 shows the frequency of |w| values that caused

d(w, b) =
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Table 1. The frequency of |w} values that cause wrong

classification.
vl Frequency |  No. of classifiers
<4.0 4 169
4.0-5.0 16 . 51
5.0-6.0 11 30
6.0-1.0 16 2
7.0-8.0 2 21
3.0-8.0 11 10
9,0-10.0 12 [
>100 82 16

Table 2. Description of the datasets used in the experi-

ments.
Dataset | #trainingdata | #testdata | #lass | #dimension
Glass 214 5-fold 6 9
. | Satimage 4,435 2,000 6 36
Segment 2,310 3-fold 7 18
Shuttle 43,500 14,500 7. 9
Vowel 528 462 11 10
Soybean 2% 340 15 - 35
Letter 15,963 4,037 26 16
solet 6,238 1,559 26 617

" incorrect classification. The distrbution of the |w]| values
of all classifiers is iflustrated in the third column. As

' shown in the table, classifiers with small fw| values caused
very few wrong classifications, whereas those with large
{w| values gave a high number of wrong classifications.

+ For instance, 169 classifiers with |w| less than 4.0 gave
wrong classifications only 4 times, but those with |w]|
greater than 10.0 created a great number of incorrect

. classifications (82 times).

B conclude this subsection, we compare [w| values to
the average of all jw| values. From the table, the classifiers
with high |w| values, e.g. those with |w| higher than the
average, caused more wrong classifications than those

- with low |w] values. In summary, the fw| value affects the
accuracy of classification, and moreover it indicates the

. magnitude of the confusion between two classes.

" 32. Reordering ADAG

We propose a method, called Reordering ADAG, to
improve the accuracy of the original ADAG. For a k-class
problem, the Reordering ADAG’s training phase is the

+ same as the ADAG method by solving A(k-1)/2 binary
. SVMs. However, the testing phase is organized as fol-
lows. Like the ADAG, a Reordering ADAG car be imple-
mented using a list, where each node eliminates one class
from the list. The differences are the initialization of the
list and the order of sequence in each level (Fig.6). In the
first step, we use a reordering algorithm described in the
| mext subsection to choose the optimal sequence to be the
initial list. We use the list to evaluate every test example.
In the second step, as in the ADAG, a test point of the
+ Reordering ADAG is evaluated against the decision node
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Fig. 5. Examples of the ADAG method.
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InitialiAng the list Initialize phase
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LTl sl
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A3 Ad Classifying a new example
| 1 ..
Classifying &
Reordering phase

' . Output phase

Fig, 6. Implementation through the list of the Reordering
ADAG,

that corresponds to the first and last elements of the list.
If the pode prefers one of the two classes, the class is
kept in the left element’s position whereas the other class
will be discarded from the list. Then, the Reordering
ADAG proceeds to test the second and the elements be-
fore the last of the list and so on. The testing process
continues until either one or ne class remains untested in
the list. In the third step, unlike the ADAG, the Reordering
ADAG will reorder the list before processing in the next
level by using the reordering algorithm. This sequence
differs for each test example, and it depends on the results
of nodes from the previous level. The second and the third
steps are repeated until there is only ope class remains.

3.3. Reordering Algorithm

For the reason described above, we consider |w| values
in order to choose the optimal sequence, from all possible
k!
T sequences, with less chance to predict the wrong
2 1
class. A low |w] value means less confusion between two
classes. Each classifier has one |w| value. Among classi-
fiers, k/2 classifiers which have small fw| values will be
considered to be used in data classification.
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Thble 3, Comparison of accuracies using the Polynomial
kernel.

Datsset | d DDAG [ 4 ADAG | d MaxWins ¢ | Reorderin
Glaws T 7TIoeos=| 2 71.135° | 2 T1078% 2 | 71528
Satimage | 6 88.408 | 6 83430 | 6 88453 6 | 88800
Segment | 6  96.538% | 4 G6.620%| 4  96.631** 4 | 96840
Shuttle 8 99924 |3 99924 | B 99924 8 | 99.924
Vowel 3 64237 |3 64203 | 3 64329 3| 64719
Soyben | 5 90400 | 5 90446 | 3 90471 3 | 9LI76
Letter 3 95508" | 3 95984 | 3 96125 3| 96235
Isolet 397032 |3 97030 | 3 97040 3 | 97051

"Bable 4. Comparison of accuracies using the RBF kernel.

Dataset | ¢ DDAG | ¢ ADAG | ¢ Max Wins | ¢ Reordering
Glass 0.08 72.850%** 10.08 72.759*** [0.09 73238*** |009 74.536
Satimage (3.0 91.97} 30 91968 |30 91984 3.6 91950
Segment |07 97.276%s% {07 97288%** |0.7 97.302%* (0.7 97446
Shatle (3.0 99897 |30 99897 |30 99897 (3.0  99.897
Vowel |02 63425 |02 65589 02 65340 02 67532
Soybean  [0.07 90353 1008 90.412 0,08 90.468 0.07  90.882
Letter 30 97.901 30 97909 |30 97918 30 97.969
Iaolet 001 96939  {0.01 96932 001 95916 " |0.0) 96987

The reordering algorithm is illustrated in Fig.7. k is
the number of classes, %/2 is the number of classifiers
which will be used in the sequence, and j is the current
classifier being added to the sequence. Set-of-tried-clas-
sifiers keeps classifiers which were tried to be selected
for using in data classification. Sequence-of-the-selected-
classes keeps classes that will be used in a form of list
described above. Threshold 6 is the highest [w] value that

‘can be used in the sequence. If it cannot find the optimal

sequence according to the threshold, the threshold is in-
creased by a small constant e.

Note that different thresholds provide different accu-
racy. The effective way to choose an appropriate threshold
is to select the value that can eliminate classifiers which
have high |w| values. However, very low threshold values
may cause long reordering time.

4. Numerical Experiments

In this section, we present experimental results on sev-
eral datasets from the UCI Repository of machine learn-
ing databases [2] including glass, satimage, segment,
shuttle, vowel, soybean, letter and isolet (Table 2). These
datasets are different in the number of classes, the number
of dimensions, and sizes. For glass and segment prob-
lems, there is no provided test data so we used 5-fold
woss validation and 3-fold cross validation respectively.
For the soybean problem, we discarded the last four
dasses because of missing values.

In these experiments we scaled both training data and
est data to be in [-1,1] and employed the following Poly-
tomial and RBF kernels.

Polynomial degree d: k(x,y) =x -y + 1{*... ... (7)
Radial basis function: k(x,y) = e ™17 .. .... ®)
Tol.7 No.3, 2003
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Let set-of-tried-classifiers{f] be the set of classifiers which has been tried
te be selected as classifier f in the output sequsnce. Let €F, iwl and 8 be
classifier i, the jw| value of classifier i, end the threshold, respectively.
Let TCi{1] and TC2] be the two classes corresponding to classifier £,
1. Tnitializing phase:
J=0
Fori=1to kf2 do set-of-tried-classifiers{i] = {};
Fori=1to k2 se of-the-selected-classes[i] = nil,
Sort all k(%-1)/2 classifiers by ascending the |w| values;
2. Selecting phase: ;
For =1 to k{(k-1)¥2 do
If (f<k/2)
I (w<8)
IE(E{ TCI], TCII2]) < sequence-of-the-selected-classesy md
(Ci & set-gf-tried-classifiers[f+1D)
Fan
sequence-af-the-selected-classes[j] = TCi{1};
sequence-of the-selected-closses(k-f+1]=TCi{2];
set-qf-tried-classifiers(f) = set-qf-tried-classifiers{j]lw { Ci},
IE (== k/2)
Goto End,
Else Goto Selecting phase;
Else
If V1, Cf € set-gf-tried-classifiers[/D
set-gftried-classifters(j]= {};
Goto Backiracking phase;
3. Backiracking phase:
sequence-cf-the-selected-classes(f} =nil;
sequence-of-the-selected-classes[k-j+1] = nil;
J
I (<0) /* This means that all classifiers were already tested
and it eannot find the oplimal sequence. %/
9=0+¢,

Goto Selecting phase;
End

Fig. 7. Reordering algorithm.

In the experiments, we compare four algorithms, i.e.,
the DDAG, the original ADAG, the Reordering ADAG,
and.the Max Wins algorithm. For the DDAG and the
ADAG, we examined all possible sequences for datasets
having not more than 7 classes, whereas we randomly
selected 50,000 sequences for datasets having more than
7 classes. Table 3 and 4 present the results of comparing
these methods for Polynomial and RBF kernels, respec-
tively. We present the optimal parameters (d and c in
Equations (7) and (8)) of the kernels and the correspond-
ing accuracies for each method. The best accuracy among
these methods is illustrated in bold-face. ***, ** and *
in the tables mean 99%, 95%, and 90% confidence inter-
val for estimating the difference between accuracies of
three algorithms and the Reordering ADAG using a one-
tailed paired t-test.

The results show that our method yields higher accu-
1acy than the DDAG, the original ADAG and Max Wins
in all datasets, except for the shuttle problem where the
accuracies of four methods are the same, and for the
satimage problem where Max Wins gives the best acco-
racy in the RBF kernel. The results also show that our
method performs statistically significantly better than the
other methods in the glass and segment problems, and
significantly better than the DDAG in the letter problem
in case of the polynomial kernel. Another advantage of
our method compared to the DDAG and the original
ADAG is that our method always provides one best ac-
curacy for each dataset using the reordering algorithm,
whereas, depending on the sequence of binary classifiers,
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Table 5. Comparison of the computational time using the
" Polynomial kernel.

Reordering ADAG Max Wins

Dataset d Classifying | Reordering Total Classifying
L {seconds) {seconds) (seconds seconds’
Satimage 6 2.61 022 2.83 9.47
. _Segment 4 0.18 0.56 0.74 0.41
Shuttle 8 1.75 1.47 3 5.15
Vowel 3 0.12 0.19 0.31 0.61
_Soybean 3 0.27 4.28 4.55 1.86
Letter 3 8.58 2.56 11.14 125,58
«_Isolet 3 i30.73 - . 1.08 131.81 1671.98

W

7 Table 6. Comparison of the computational time using the
RBF kemel.

e Reordenng ADAG Max Wins
+ Dataset ¢ Classifying | Reordering Total * | Classifying
seconds {seconds) | (seconds) (seconds)
Satimage | 3.0 11.75 0.20 11.95 37.13
4 Segment | 0.7 0.39 0.18 0.57 0.83
Shuttle 3.0 323 1.49 4.72 5.27
Vowel 0.2 0.10 0.28 0.38 0.61
Soybean [ 0.07 0.32 0.84 1.16 2.20
Lener 3.0 61.90 2.67 64.57 802.85 |
1 Isolet 001 | 12432 122 125.54 1369.11 ]

‘the DDAG and the original ADAG may give low accura-
cies. This shows the effectiveness of the Reordering
ADAG.

Table 5 and 6 present the comparison of the computa-
tional time between the Reordering ADAG and the Max

'Wins for Polynomial and RBF kemels by using a 400

MHz Pentium II processor There is no computational
time of the glass dataset because it has too few test ex-
amples to measure the time. The results show that our
method requires low computational time in almost all of

‘the datasets, especially when the number of classes

and/or the number of dimensions are relatively large. For
a k class problem, the Max Wins requires k(k-1)/2 classi-

| fiers for the classification whereas the Reordering ADAG

requires only &-1 classifiers. Hence the larger the number

i of classes, the more running time the Max Wins requires
! than the Reordering ADAG. Moreover, the number of di-

mensions affects the munning time of each classifier For
the Reordering ADAG, the number of classes and the
threshold 8 affect the running time for reordering. How-
ever, it takes some time even when there are many classes.

5. Conclusions

In this paper, we have presented a new approach for
multiclass SVMs, which is the modification of the origi-
nal ADAG. The experiments denote that |w| affects the
accuracy of classification. A low |w| value creates less
confusion between two classes. Our approach eliminates
the dependency of the sequence of nodes in the original
ADAG by selecting an appropriate sequence, from all
possible sequences, which consists of classifiers with
small [w| values. The experimental results show that our

320 Journal of Advanced Computational Intelligence

new approach yields a higher accuracy than the DDAG,
the original ADAG and the Max Wins, which was prob-
ably the most accurate method for multiclass SVMs.
Moreover the running time used by the Reordering ADAG
is less than Max Wins, especially when the number of
classes and/or the number of dimensions are relatively

large.
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-hstract. Inductive Logic Programming (ILLP) is a well-known machine learning technique for learning concepts from relational
déts -Nevertheless, ILP systems are not robust enough to noisy or unseen data in real world domains. Furthermore, in multi-class
~oblems, if the example is not matched with any learned miles, it cannot be classified. This paper presents a novel hybrid learning

sthod to alleviate this restriction by enabling Neural Networks to handle first-order logic programs directly. The proposed
“method, called First-Order Logical Neural Network (FOLNN), employs the standard feedforward neural network and integrates
{inductive learning from examples and background knowledge. We also propose a method for determining the appropriate
“Hable substitution in FOLNN learning by using Multiple—lnstance Learning (MIL). In the experiments, the proposed method
s been evaluated on two first-order learning problems, i.e., the Finite Element Mesh Design and Mutagenesis and compared
waﬂ: the state-of-the-art, the PROGOL system. The expenmenta.l results show that the proposed method performs better than
“ilﬂGOL

;&}words Hybrid system, first-order Ioglc inductive logic programming, neural networks

& ‘
.*.introduction

MMe Learning [19] is concerned with the development of procedures to make computers learn and
ug:rrove with experience like humans. Specifically, 2 machine learning technique learns a concept by
'&lmamo hypotheses fitting the given training examples. The learned hypothesis is then employed
ssify unseen data. There are several successful well-known techniques in machine learning such
B"[nductlve Logic Programming (ILP) [17,20], Artificial Neural Networks (ANNs) [3], Decision Tree
Siming [23], Bayesian Networks [22], etc.
Jnducuve Logic Programming (ILP) is only one of machine learning techniques which adapts the
l?st-order logical concepts for hypothesis learning. The advantages of ILP are the ability to employ
'f:ﬁground knowledge that allows the trainer to give useful knowledge to the learner more easily and the
dility to induce the human readable representations in form of a set of first-order rules (if-then rules).
addition, the first-order rules are more expressive than propositional rules. Consider the advantage of
%-order rule over a propositional one for representing concept Daughter as shown in Fig. 1.
33’3 shown in Fig. 1, the propositional rule which cannot use variables is specific only for the first and
se::

ond persons being Janmfer and Andrew, respectlvely Therefore it is rarely useful for unseen

only, most ILP systems have been used in two-class classification problems. The systems :
"__.-_{ posmve and negative examples and background knowledge as inputs and produce a set of rules.
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Fig. 1. The propositional and first-order logic rules.

All of the inputs and the learmned rules are described by first-order logic. The learned rules should
cover many positive examples and few negative examples. If we want to learn concepts for multi-class
problems by using these two-class systems, we will begin by constructing a set of rules for the first class
by using its examples as positive and the other examples as negative. Then we follow this process to
create a set of rules for the other classes. The learned rules are then used to classify test examples. If
a test example is perfectly covered by a rule of some class, the corresponding class is the classification
result. However, these first-order rules learned by ILP systems have the restriction to handle imperfect
data in real world domains such as noisy unseen data. This problem noticeably occurs especially in
multi-class classification. In the case of two-class problems, any test example not covered by the induced
rules is classified as negative. However, in multi-class classification, if an example is not covered by any
learned rule, the method could not determine the correct class for the example. The simple solution is to
assign the majority class recorded from training examples to the unable labeled test data [9]. Also, there
is more efficient method to solve this problem by using the concept of intelligent hybrid systems [30].

Differently from (symbolic) ILP systems, (numerical) artificial neural networks perform the statistical
learning to encode natures of data in a set of weights. Neural networks contain the ability to process
inconsistent and noisy data. Moreover, they compute the most reasonable output for each input. Neural
networks, because of their potential in noise tolerance and multi-class classification, offer attractiveness
for combining with symbolic components to avoid the restrictions of symbolic rule-based systems
described above. Although the ability of neural networks could alleviate the problem in symbolic rule-
based systems, a learned hypothesis from neural networks is not available in a form that is legible for
humans. Therefore neural networks require an interpretation by rule-based systems [30]. Several works
show that the integration between robust neural networks and symbolic knowledge representation can
improve classification accuracy such as Towell and Shavlik’s KBANN [29], Mahoney and Mooney’s
RAPTURE [18], the works proposed by Parekh and Honavar {21] and Garcez et al. [10]. Nevertheless,
these researches have been restricted to propositional theory refinement. Some models have been
proposed for first-order theory. SHRUTI [26] employed a model making a restricted form of unification;
actually this system only propagates bindings. The work proposed by Botta et al. [4] created a network
consisting of restricted form of first-order logic. Kijsirikul et al. [16] proposed a feature generation
method and a partial matching technique for first-order logic but their method still uses an ILP system in
its first-step learning and does not select the appropriate values for variable substitution. FOCA, which
is a hybrid first-order knowledge-based neural network, demonstrates better performance over standard
ILP systems on some benchmark problems [2] The approximation of semantics of logic programs and
neural networks can be found in [11,12].

In this paper, we are interested in solving the problem by using the concept of hybrid systems.. A
* more flexible learning system that directly learns first-order logic programs by neural networks, called
. First-Order Logical Neural Network (FOLNN) has been proposed. FOLNN is a neural-symbolic learn-
. ing system based on the feedforward neural network that integrates inductive learning from examples
and background knowledge. We also propose the method that makes use of Multiple-Instance Learning
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Examples,
background
- Inowledge

Fig. 2. FOLNN processes.

L) [6,14] for determining the variable substitution in our model. A modified version of Backprop-
ion (BP) algorithm (see Section 2.3) is then applied to train the network within the framework of
. The proposed method has been evaluated on two standard first-order learning datasets i.e., the
te Element Mesh Design [8] and Mutagenesis [27]. We also test FOLNN on the noisy data to see
robustness of the system. The results show that the proposed method effectively learns first-order
esentation and provides more accurate results than an ILP system.

he rest of this paper is organized as follows. Section 2 describes the processes of first-order learning
FOLNN. The experimental results on first-order problems are shown in Section 3. Finally the
clusions are given in Section 4.

first-Order Logical Neural Network (FOLNN) .

he main reason for integrating robust neural networks and symbolic components is to improve the
wacy of classification by taking the advantages of neural networks which are noise tolerance and
ability of multi-class classification. Combining these two techniques together is normally known
gurai-symbolic learning systems {10]. Our proposed method, FOLNN is also this type of leamning
ems. The overview of FOLNN processes is shown in Fig. 2.

irst, FOLNN receives positive and negative examples and background knowledge as inputs. Remark
all inputs are in form of first-order logic. The background knowledge is used to determine the
cture of the neural network. Before training the network, a process of transforming examples is
tired. The process transforms examples represented in form of first-order logic into real value
it vectors that can be used by the network. The transformed input vectors are then fed to train the
vork. The training process will adapt the connection weights of the network so that it correctly
sifies training examples. The Backpropagation (BP) algorithm [25] with sigmoid activation function
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Fig. 3. The expanded literals.

is selected to perform the training process. In the testing process, a test data is also converted to an input
vector before it is fed to the network as same as the training process.

The following subsections explain the detail of the FOLNN learning processes that are (1) creating an
initial network, (2) transforming the examples, and (3) training the network.

. Creating an initial network

In this subsection, we present the first step of the FOLNN algorithm, creating an initial network |
from examples and background knowledge. The FOLNN structure is based on the feedforward neural
network, but FOLNN receives examples and background knowledge in form of first-order logic programs

as the inputs and directly learns from these inputs. Nevertheless, creating networks from first-order logic
inputs is quite different from propositional logic inputs because in propositional logic there 1s no variable
describing relations between literals. Therefore, we cannot directly employ the method of constructing
neural networks for proposmonal logic inputs, such as the method of C-IL2P proposed by d’ Avila Garcez ¢
et al. [10]. ;

First, we restrict the number of variables to be used in the learning process, and then construct all -
possible input neurons each of which corresponds to a literal with different variables. In fact, not all
possible combinations of variables will be useful, and some of them can be pruned. An input neuron
corresponding to a literal will be pruned if the truth value of the literal is false according to background
knowledge in all situations. For example, if we restrict the number of variables to 3, predicate father is
expanded as shown in Fig. 3.

In all nine expanded literals, the truth values of three literals, i.e., father(x,x), father(y,y) and father(z,z),
always are false according to background knowledge (there is no person who can be his own father).
Therefore, these literals can be pruned and the six remaining literals will be used for creating the network.

FOLNN is a three-layer feedforward network, composed of one input layer, one output layer and one
hidden layer [13]. The functionality of each layer is defined as follows. \

- The input layer is the first layer that receives and computes input data, and then transmits the
processed data to the hidden layer. This layer represents the literals for describing the target rule.
The number of units in this Jayer depends on the number of predicates in background knowledge.
The number of units for a predicate equals to the number of all possible permutations of variables
of the predicate.

— The hidden layer connects between the input layer and the output layer. The hidden layer helps
the network to learn the complex class1ﬁc&ﬁon The number of units in this layer depends on the
complication of the learning concept, and i$ determined by the experiments.

— The output layer is the last layer of the network which produces the output for the classification.
The target concept is represented in this layer so that the number of units in the output layer equals
to the number of classes.

B T v T

An initial network is created by using the above definition. To illustrate the construction of the network,
consider the task of finite element mesh design (see Section 3.1.1 and [8] for details). The goal of finite
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short(x)

not_loaded(x) .
fixed(x)

long(x)

4 input 80 hidden 13 output
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Y

Fig. 5. The constructed network created from the inputs in Fig. 4.

ment mesh design is to learn rules for describing how many elements should be used to model each
ge of a structure. Each example is of the form mesh(Edge, Number of elements), where Edge 18 an
ge label and Number of .elements indicates the number of partitions. Number of elements is a number
iween 1 and 13 and in our case is the class label. Figure 4 shows an example of background knowledge
1 training data. ' '

As shown in the figure, there are two examples of class 1, i.e., mesh(Al,I)! and mesh(A2,1), and one
ample of class 2, i.e., mesh(A3,2). Background knowledge contains four predicates, which are short,
tloaded, fixed and long, all of which have arity one. We apply the above definition to create.an tnitial
work. If we restrict only one variable for being used in the network construction, each predicate of
ty one will be represented by one unit in the input layer. Therefore, four input units are created. The
mber of nodes in the hidden layer in this case is set to 80 (determined by the experiment). Moreover,
i output layer contains 13 nodes each of which is for the corresponding class (class 1 to class 13). To
nmarize, the constructed network will have 4 input units, 80 hidden units and 13 output units. The
tained network is shown in Fig. 5. In addition, all network weights are initialized to small random
mbers. The completely constructed network then receives examples for refining the network, The
wcess for feeding examples to the network is described in the next subsection. ' '

Now consider background knowledge containing predicates having arity two for learning the concept
sh as shown in Fig. 6. -

Sorde L, oot At e

Throughout the paper, symbols starting with uppercase letters designate constants, whereas those starting. with lowercase . -

ignate variables.



258 B. Kijsirtkul and T Lerdlamnaochai / First-Order Logical Neural Networks

short(x)
not_loaded(x)
Sixed(x)
long(5)
Jree(x)
short(y)
na:_)oaded@)
Sixed(y)
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opposite(y,x)
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Fig. 7. The network constructed from the inputs in Fig. 6.

In these inputs, background knowledge contains the same predicates as in Fig. 4, which are short,
notloaded, fixed and long, and three new predicates free, opposite and equal. Among these new
predicates, opposite and equal have arity two. If we set the number of restricted variables to 2, then each
predicate of arity one is represented by two units and the predicate opposite is expanded to four literals
which are opposite(x,x), opposite(x,y), opposite(y,x) and opposite(y,y). Nevertheless, we can definitely
prune opposite(x,x) and opposite(y,y) and the other two units remain. In the same way, we will also have
two literals for predicate equal. Therefore, in this case, the constructed network will have 14 input units
in total. The hidden and output units are the same as the network in Fig. 5. The obtained network is
shown in Fig. 7.
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Table 1
Input and target values for the examples in Fig. 4 and the network in Fig. 5

short(x) notloaded(x) fixed(x) Iong(x) mesh(x,I) mesh(z,2)

mesh(Al I 1 1 1 0 1 0

mesh(A2, 1} 1 0 1 0 1 0

mesh{A3,2) 0 1 0 1 0 1
. Transforming inputs

.1. Feeding examples to the network

n general, neural networks receive inputs in real value form while inputs of the ILP system (background

owledge and examples) are in logical form. Therefore, we transform the logical inputs to the form that

1 be processed by the neural network. Each training example of the network is composed of inputs for
neurons in the input layer and the target values for output neurons.

The training examples are fed into the network one by one and independently transformed to the

iwork inputs as follows. The value for each input unit is defined as:

1 if L;6, is true in background knowledge
Xy = (1)

0 otherwise

lere Xj;, L;, and @ are input value for input unit ¢+ when feeding example j, literal represented by
yut unit 7, and variable substitution for example j, respectively. The input value for an input unit will
1 if there exists substitution that makes the truth value of the literal true in background knowledge.
herwise the input value for that unit is 0. In addition, the target value for an output unit is defined as:

_J 1 if Ly is a positive example ‘
= {0 otherwise @

iere Ty; and Ly, are target value for output unit £ when feeding example 7, and literal represented by
tput unit k, respectively.
For instance, with the same inputs in Fig. 4, if we feed positive example mesh(Al,1) to the network
Fig. 5, units short(x), not.loaded(x), fixed(x) and long(x) will receive 1, 1, 1 and O as their inputs
ipectively, because when variable z is substituted by Al, the literals short(Al), not loaded(Al) and
ed(AI) are true in background knowledge, while the literal long(AI) is false. The target vakue for the
tput unit of class 1 (mesh(x, 1)) is 1 because mesh(A1,1) is a positive example of class 1. In addition,
» other example of class 1, mesh(A2,1), gives 1, 0, 1, O for the input units and 1 for the output unit of
185 1. The example of class 2, mesh(A3,2) gives 0, 1, 0, 1 for the input units and 1 for the output unit
Lt:lass 2. The input and the target values of each example are summarized in Table 1. In the table, we
i not show the value of the other output units of class 3 to class 13 as they are all 0.
ed hypotheses from symbolic rule-based systems may contain new variables not occurring in the

of the rule. The new variables are used to defifie relations between target concept arguments. For
ample, rule “mother(x,y) « father(z,y), husband(z,x)” means that if z is father of y and z is husband
iz then =z will be mother of y. Here x,y and z are variables and can be substituted by any person.
iw variable z is created to define another person who does not appear in the head of the rule, and |
used in predicates father and husband to define relation between z and y. This causes the problem
\determining the correct substitutions for new variables for constructing certain input values of the

kwork,

}
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Table 2
Input value for each substitution for mesh(A3,2)

Input value opposite(x,y)  opposite(yx) equal(xy) equal(y,x)
Substitute z by A3, and 7 by Al
Substitute z by A3, and y by A2
Substitute £ by A3, and y by A3
Substitute ¢ by A3, and y by A4
Substitute z by A3, and y by A5

O= OO0
(= R N
— QO OoOw
— OO0 0

To illustrate the problem, consider again the inputs and the network in Figs 6 and 7. The input valuyes
can be simply determined for the neurons of literals having no new variables, i.e., short(x), not Joaded(x), §
fixed(x), long(x) and free(x). However, it is not easy to determine the input values for the last nine neurons,
containing variable y since the definite substitutions are only made for the variables in the head of the
rule while no certain substitutions are made for the other variables (relational variables) which are not
defined in examples. In this case, we know only which constant must be substituted into variable ¢ %
but not to variable y because there are many possible constants that can be substituted into y. Actually,
correct substitutions are unknown which makes definite inputs cannot be created.

For example, if example mesh{A3,2) is fed into the network, variable z in unit opposite(x,y) is certainly 3
substituted by A3. However, it is quite ambiguous by which term (A7, A2, A3, A4 or A5) variable y should 3
be replaced. If we select A4 for the substitution, this literal will become opposite(A3,A4) which is true 1§
in background knowledge and the truth value for this input unit will be 1. However, if we select A for §
the substitution, the literal will be false. Table 2 shows all possible substitutions and the truth values of
the input nodes. From the above example, the input value for unit opposite(x,y) is not certain and cannot
be simply resolved for network training. This problem occurs when background knowledge contains
relational data and the learner cannot determine the appropriate value for the variable substitution.

To solve this problem, we apply the power of Multiple-Instance Learning (MIL) to provide input data
for our network. The detail of MIL is described in the following subsection.

2.2.2. Multiple-instance learning

At present, the majority of work in machine learning falls into three learning frameworks i.e., supervised
learning, unsupervised leaming and reinforcement learning. In supervised learning, the algorithm
aftempts to learn a concept that correctly classifies the labels of the training examples and generalizes
to predict cotrect labels of examples outside of the training set. Note that the labels of training data are
already defined by the external teacher. In unsupervised learning, on the other hand, training examples are
not labeled. Unsupervised learning tries to learn the structure of the underlying source of the examples.
Some examples of unsupervised learning are clustering and Principal Component Analysis (PCA) [5].
In the last learning style, reinforcement learning [15], the agent adapts his decision process based on
environmental feedback result to learn a policy, which can map states to actions potentially, Examples
are not labeled with the correct action; instead an occasional reinforcement signal denoting the utility of
some state is received. '

Although these three frameworks have many’efficient algorithms and theoretical tools to analyze them,
there are many learning problems that do not fall into any of these established frameworks. Specifically,
situations in which the examples are ambiguously labeled tend to be difficult for these frameworks.
These situations are called learning from ambiguous examples.

Multiple-Instance Learning, which is a form of semi-supervised learning, is a new framework for
learning from ambiguity. In the MIL framework {6,14], the training set is composed of a set of bags,
each of which is a collection of different numbers of instances. Each instance is described by a vector




B. Kijsirikul and T. Lerdlamnaochai / First-Order Logical Neural Networks 261

£, Table 3

L Transformation of example mesh(A3,2) into input data of FOLNN

F bag of example Substitute Substitute Substitute Substitute Substitute

v mesh(A3,2) zbyA3,and zByA3,and xbyA3,and zbyA3,and zbyA3, and

g y by Al y by A2 y by A3 y.by A4 y by A5

E short(x) 0 0 0 0 0
not_loaded(x) 1 1 1 1 1
Jixed(x) 0 0 0 0 0

] long(x) 1 1 1 1 1

B free(x) 0 0 0 0 0

| short(y) 1 1 0 1 0
not_loaded(y) 1 0 i 1. 0

5 Jixed(y) 1 1 0 0 0

- long(y) 0 0 1 0 1
free(y) 0 0 0 1 1
opposite(x,y) 0 0 0 1 0
apposite(y,x) 0 0 0 1 0
equal(x,y) 0 0 0 0 1
equal(v,x) 0 0 0 0 1

,atures Like supervised learning, each example is labeled. Unlike supervised learning, an example
ot a simple feature vector, but it is a set of instances. A bag (an example) is labeled as a negative
if all the instances in it are negative. On the other hand, if a bag contains at least one positive
ince then it is labeled as a positive bag. With this concept, we define FOLNN ftraining data as a
)f training examples {By, Ba, ... By}, where n is the number of examples including positive and
itive ones. A bag is labeled as a positive bag if an example is positive, and negative otherwise (in
i-class classification, all bags are labeled as positive of their classes). The positive bag is given
its target value and the negative bag is assigned O, as defined in Eq. (2). Each bag contains m ;
nces {Bi1, Big, . . . , Bimi } where B;; is an instance with one possible binding (substitution). This is
7y important key because now we can use all cases of variable substitutions as one bag for learning;
ifore the appropriate value selection would not be a problem. Consider an example of positive bag
i(A3,2) as input data (see Table 3).

i shown in Table 3, the bag mesh(A3,2) has five instances each of which is one case of substitution
stitute y by AI, A2, A3, A4 or A5). Also, the bags mesh(Al,1) and mesh(A2,I) have five instances as
» as the positive bag mesh(A3,2). Note that the size of input vector of each instance is 14, equal to
umber of units in the input layer. For training, these bags are fed to the network one by one and the
ork weights are adapted by a modified version of the Backpropagation (BP) algorithm as described
€ next subsection. Note that if there is no new variable in the input neurons, then each bag example
iins only one instance and this problem can be reduced to supervised learning.

Training the rietwork

s is the last step of the FOLNN algorithm for adapting network weights to correctly classify training
iples. To train the network, the constructed training bags are fed to the network. Weight adaptation
8&d on a verion of the BP algorithm modified for MIL [31], which we will refer to as MIL.-BP.
-BP employs gradient descent to attempt to minimize the squared error between the network output -
'8 and the target values. Moreover, the activation function we use is sigmoid function, based on a
ithed and differentiable threshold function. Suppose the network has p input units, ¢ output units,
me hidden Jayer. Given this specification, the global error function (£) of the network is defined as
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follows.

where Ej; is the error on bag i. E; is defined according to the type of bag 7 as:

( o
1&1‘}”& By ifB;=+
E; =< k=1
max By i B;y=-—
L 1<5<my i iik %
0 if (Bi = +) and (05 < oijk)a lir=1
Egjk =<0 if'(Bi = ——) and (Oijk < 0.5), forall &
l(l. — 0.2 therwi
5 bik Ozjk) otherwise

where

- Eij1 is error of output unit & on instance j in bag example ¢,

- B; = + is a positive bag example,

- B; = — is a negative bag example, N

- 0455 18 actual output of output unit k£ from bag example i, instance j, and
~ Ly, is target output of output unit k¥ from bag example <.

With the defined error function above, the MIL-BP algorithm is adapted for training FOLNN. In each
training epoch, the training bags created from the previous process are fed to the network one by one.
Then the error Ey;x is computed according to Eq. (5). If the network classifies an instance correctly, the
error for that instance is 0; otherwise, the error is half the squared differences between the target output
lix and the unit output o;;;. For a positive bag B;, if Ej;x, is O then all the rest of instances of this bag are
disregarded, and the weights are not changed for this epoch because we assume that the correct positive
instance is found. Otherwise the process continues and when all instances of B; are fed, the error of bag
E; is computed by using Eq. (4) and the weights in the network are changed'according to the weight
update rule of the standard BP [25]. Then the next bag is fed to the network and the training process is
repeated until one of the following two stopping criteria is satisfied: (1) the number of training iterations
increases to some predefined threshold; (2) the global error F in Eq. (3) decreases to some predefined
_ threshold. After having been trained, the refined network can be employed to classify unseen data,

+

3. Results

In the previous section, the three steps of the FOLNN algorithm were described. In this section, we

-evaluate FOLNN by performing experiments on the ILP problems and also compare the results obtained

by FOLNN with those obtained by an ILP system. The experiments are divided into two subsections,
testing with original data and noisy data.
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ﬁ‘ Datasets
Be
}}]‘o evaluate the proposed method, FOLNN, two standard datasets for testing ILP systems are used in

gxperiments, i.e., the finite element mesh design and the mutagenesis datasets. The detail of each
jataset is described as follows.

M.1. Finite element mesh design

“The finite element method, widely used by engineers and other modelers, is a way of analyzing stresses
Jphysical structures which are represented quantitatively as finite collections of elements. The goal
f finite element mesh design [8] is to learn general rules describing how many elements should be
=4 to model each edge of a structure. The dataset for the finite element mesh design consists of 5
Jg_ctures and has 13 classes (13 possible number of partitions for an edge in a structure). Additionally,
iere are 278 examples each of which is of the form mesh(Edge, Number of elements) where Edge is
Tﬁdge label (unique for each edge) and Number of elements indicates the number of partitions. The
ickground knowledge defines some of-the factors that influence the resolution of a finite element design.
}b'rantains relations describing the types of an edge (e.g. circuit, short), boundary conditions (e.g. free,

,gd) loadings (e.g. not _loaded, one side loaded) and the relations describing the structure of the object
g. neighbour, opposite).

}2 Mutagenesis
This problem is a two-class learning problem for predicting the mutagenicity of the molecules,
ether a molecule is active or inactive in terms of mutagenicity. It is important as it is relevant to
: understanding and prediction of carcinogenesis. The dataset for the mutagenesis [27] consists of
& molecules, of which 125 are mutagenic (active) and 63 are non-mutagenic (inactive). A molecule
fgscribed by listing its atoms as atom(AtomID, Element, Type, Charge) and the bonds between atoms as
nd{Atoml, Atom2, BondType). Furthermore, there are also four attributes provided for analysis of the
ounds 1.e., hydrophobicity (logP), energy level of the lowest unoccupied molecular orbit (LUMO)
two boolean attribute identifying compounds with three or more benzyl rings and compounds termed
senthryls (/1 and la). Note that LogP and LUMO are real-valued attributes, and these real values are
ctly used as inputs to FOLNN without being transformed to boolean values as the neural network
Eabi]ity to process real value data. The users have to specify which attributes are the real-valued ones.

. PROGOL

‘e ILP system used to compare with our method is PROGOL, a state-of-the-art ILP system [24].
F_ing positive examples, negative examples, background knowledge and mode declarations as inputs,
JGOL produces a most specific rule for a random seed example. The mode declarations specify, for
bargument of each predicate, the type of the argufnent and whether it should be a constant, a variable
nd before the predicate is called, or a variable bound by the predicate. PROGOL performs a complete
th of the hypothesis space bounded below by the most specific rule, using A*-like search. Because
1¢ ability of its complete search, PROGOL requires more time and memory than many ILP systems.
ertheless, PROGOL usually works well with two-class problems, positive and negative classes. For

ti-class problems, we train PROGOL to induce a set of rules for each class. Positive examples of one
s are freated as negative examples of the other class.
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Table 4
The percent accuracies of FOLNN and
PROGOL on first-order datasets; FEM —
Finite Element Mesh Design, MUTA — Mu-

tagenesis
Dataset FOLNN PROGOL
FEM 59.18 57.80
MUTA 88.27 84.58*

Table 5
Performance comparison on the roisy mutagenesis dataset

Noise level PROGOL 0% PROGOL 10% PROGOL 15% FOLNN
in dataset noise setting noise setting noise setting

10% 64.23% 69.72° 71.29% 84.01
15% 60.56% 61,543 65.31° 81.28

3.3. Experiments

We performed three-fold cross validation [19] on each dataset. The dataset is randomly partitioned
into three roughly equal-sized subsets with roughly same proportion of classes as that of the original
dataset. Each subset is used as a test set once, and the remaining subsets are used as the training set.
The training set is employed to train the network as described in Section 2, and then the trained network
is used to classify test data. The output class corresponds to the output unit that gives the maximum
value. The final result is the average result over three-fold data. For each fold, the momentum of the
BP algorithm is set to 0.97, and the learning rate is 0.0001. The accuracies of PROGOL are computed
by assigning the majority class and negative class to uncovered examples in the case of multi-class and
two-class problems, respectively. Also we calculate confidence levels for the difference in accuracy
between FOLNN and PROGOL by using a one-tailed paired t test. Superscripts in Tables 4 and 5
denote the calculated results: ! is 98.0%, 2 is 99.0%, 2 is 99.5%, ¢ is 99.75% and no superscripts denote
confidence levels below 90.0%.

3.3.1. Results on first-order datasets

For the finite element mesh design dataset, the constructed network contains 130 units in the input
layer (determined by predicates in background knowledge), 13 output units (as the number of classes)
and one hidden layer with 80 hidden units (determined by the experiment). For the mutagenesis dataset,
the constructed network has 235 input units, 100 hidden units and 2 output units. Note that the network
is fully connected in both cases. The weights of the networks are randomly initialized and then adapted
by using MIL-BP. '

Our proposed method, FOLNN, has been compared with PROGOL [24], the state-of-the-art ILP
system. The average results over three-fold data on FEM and MUTA datasets are summarized in Table 4.
The experimental results show that the accuracies of our proposed method, FOLNN, are better than
PROGOL in both datasets. These results are aécording to nature of learned rules generated by PROGOL.
The induced rules are represented in the form “H « (L1 A La A ... A Ly,)”. If any one of preconditions
of the rule, e.g. L;, is false, the whole rule is then false; this is the weakness of the rule. On the other
hand, FOLNN does not have this problem as it is able to learn the importance of each literal L ; in terms
of the network weights.

We also did experiments by using the standard backpropagation algorithm to adjust weights of the
network; we consider each instance as one bag. The accuracies of the neural network using the standard
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sre 74.33% and 39.74% for the datasets MUTA and FEM, respectively. This shows that MIL-BP is
gective algorithm for training our FOLNN.,

V&2 Results on a noisy dataset
"ﬁs.mentioned before, ILP systems have the restriction to handle noisy data. To see how well our

gmer handles noisy data, we evaluate FOLNN on noisy datasets, in addition to the results on the
ﬁ'g}na] dataset. The mutagenesis dataset is selected for this task. Using the three-fold data of the
{utagenesis dataset in the last experiment, 10% and 15% class noise is randomly added into the training
“hut no noise 1s added into the test set. In our case, adding x% of noise means that the target class
e is replaced with the wrong value in z out of 100 data by random selection. Suppose that if the
Bss value is 1 then it will be changed to 0 and vice versa. The accuracies of PROGOL and FOLNN on
jisy datasets are shown in Table 5.
Since PROGOL has an ability to handle noise in data as its option, “z% noise setting” in the table
\cifies that noise option of PROGOL is set to z%. This parameter sets an upper bound on the
‘reentage of negative examples allowed to be covered by an acceptable clause. As can be seen in the
ible 5, our proposed algorithm still provides average accuracies higher than PROGOL. Although, we
a set the configuration for PROGOL to handle noisy data, its accuracy drops fast, compared to that of
)LNN. When 10% noise is added into the dataset, PROGOL provides the highest accuracy of 71.29%
jile FOLNN provides 84.01%. Furthermore, PROGOL gives 65.31% as its maximum accuracy in the
% noise dataset, while FOLNN gives 81.28%. The PROGOL performance significantly drops due to
sensitivity to noise which is the main disadvantage of first-order rules directly induced by the ILP
stem. When noise is added, the learned rule is overfitting to the noise, and thus the rule contains
er-specific literals that are not true in general. The over-specific literals decrease the performance of
: learned rules. However, the accuracy of our method decreases much slower and is much higher than
it of PROGOL. FOLNN, because of the ability of noise tolerance by combining with neural networks,
nore robust against noise than the original first-order rules. FOLNN prevents overfitting noisy data

‘employing neural networks to give higher weights to important features and give less attention to
mportant ones.

Conclusions ' ‘ '
£arning first-order logic programs by using neural networks is still an open problem. In this paper,
present a novel hybrid connectionist symbolic system based on the standard feedforward neural
work that incorporates inductive learning from examples and background knowledge, called FOLNN
st-Order Logical Neural Network). The contribution of this paper is twofold. Firstly, for research
eural networks, the paper shows the successful application of the neural network to the learning of
~order logic programs. Secondly, for ILP reseafch, the paper demonstrates a new type of learning
ems which is based on the robust neural networks. We believe that by integrating the neural network
1 inductive learning from examples and background knowledge, the combined system contains the
ity of noise tolerance from connectionist systems and the ability of using background knowledge
1ILP systems. Therefore FOLNN competently alleviates the problem of first-order rules induced
he ILP system which are not robust enough to noisy or unseen data. The prominent advantage of
NN is that it can learn from inputs provided in form of first-order logic programs directly. Except
LP systems, other learners cannot directly learn from this kind of programs as they cannot select the
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appropriate values for variable substitution, but our method can solve this problem by applying MIL ta§
learn from ambiguous variable substitutions.

In the experiments, FOLNN shows its efﬁc1ency in comparison with the well-known ILP system
PROGOL. FOLNN presents the ablhty of noise tolerance and produces the better performance tha
PROGOL. This is because of the ability of the neural network that outperforms PROGOL in the presence 4
of noisy data by giving higher weights to important attributes and less attention to unimportant ones; :
Although our main objective is to learn the first-order logic, FOLNN can be applied to other tasks such,§
as learning from proposmonal datasets containing missing values in some attributes. 4

One interesting issue in the field of intelligent hybrid system is knowledge extraction. Knowledge_'=
extraction from a trained network is one phase of the neural-symbolic learning system. It is the phase, §
that is to translate the refined concepts which are in form of neural networks into human readable rules,
Knowledge extraction is of significant interest in data mining and knowledge discovery applications such 1
as medical diagnosis. However, in this work we do not attentively focus on this step and have not yet }
explored rule extraction from trained networks. Nevertheless, we surmise that many researches [1,7,10,
28], can be adapted to extract rules from our networks. 1
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Abstract. Constructing multiclass Support Vector Machines {SVMs)
is a challenging research probiem. The Decision Directed Acyclic Graph
{DDAG) method reduces evaluation time, while maintaining accuracy
compared to the Max Wins, which is probably the currently most accu-
rate method for multiclass SVMs. We proposed a method, called Adap-
tive Directed Acyclic Graph {ADAG), which is based on the previous
approach, the DDAG, and is designed to remedy some weakness of the
DDAG caused by its structure, We proved that the expected accuracy
of the ADAG is higher than that of the DDAG. We also proposed an en-
hancement version of the ADAG, called Reordering Adaptive Directed
Agyclic Graph (RADAG), to find one best accuracy from all possible
ADAG. The RADAG choose the optimal order of binary classifiers in
nodes in the graph of the ADAG by using the reordering algorithm
with minimum-weight perfect matching. We empirically evaluated our
approachs by comparing the ADAG and the RADAG with the DDAG
and the Max Wins on several data sets.

1 Introduction

Support Vector Machines (SVMs) have been well developed for binary classifi-
cation [28]. However, many real world problems involve multiclass classification,
such as optical character recognition, phoneme classification, text classification,
etc. Several approaches of extending SVMs for solving the problem of multiclass
classification have been proposed {28,10,7,15,18,16,9, 30,22,1, 17, 26).

The standard approaches for constructing N-class SVMs are to consider the
problem as a collection of binary SVMs, such as One-Against-the-Rest [28] and
One-Against-One [16]. The One-Against-the-Rest (1-v-R) approach works by
constructing a set of N binary classifiers. The i** classifier is trained with all of
the examples in the i** class with positive labels, and all other examples with
negative labels. The final output is the class that corresponds to the classifier .
with the highest output value. On the other hand, the One-Against-One (1-v-1)
approach simply constructs all possible binary classifiers from a training set of
N classes. Each classifier is trained on only two out of N classes. Thus, there
will be N(N — 1)/2 classifiers. In the Max Wins algorithm [11] which is one of
1-v-1 approaches, a test example is classified by all of classifiers. Each classifier
provides one vote for its preferred class and the majority vote is used to make
the final output. Although Max Wins offers faster training time compared to
the 1-v-R method, it is very inefficient in term of evaluation time. Using a new



learning architecture, DDAG, Platt et al. [21] proposed an algorithin that reduces
evaluation time, while maintaining accuracy compared to the Max Wins. The
comnparison experiments in several methods on large problems in [12] show that
the Max Wins and the DDAG may be more suitable for practical use.

In this paper we point out some limitations of the DDAG caused by its
structure which needs an unnecessarily high numnber of node evaluations for the
correct class and results in high cumulative error. Our two modified versions of
the DDAG, the ADAG and the RADAG, will increase accuracy by minimizing
the number of node evaluations for the correct class. This advantage is due to
the tournament-based architecture that is structurally flatter than the DDAG.
We prove that the expected accuracy of the ADAG is higher than that of the
DDAG, and also empirically evaluate our approaches by comparing the ADAG
and the RADAG with the algorithm of the DDAG and the Max Wins on several
data sets from UCI Machine Learning Repository [4] and Thai printed character
data set [20].

2 Decision Directed Acyclic Graphs

A disadvantage of the 1-v-1 SVMs is their inefficiency of classifying data as the
number of SVMs grows superlinearly with the mamber of classes. Platt et al.
introduced a new learning architecture, DDAG, and an algorithm, DAGSVM,
to remedy this disadvantage [21].

2.1 The DDAG Architecture & the DAGSVM Algorithm

A Directed Acyclic Graph (DAG) is a graph whose edge has an orientation and
no cycles. Platt et al. used a rooted binary DAG, which has a unique node with
no arcs pointing into it, and other nodes which have either 0 or 2 arcs leaving
them, to be a class of functions used in classification tasks. In a problem with N
classes, a rooted binary DAG has N leaves labeled by the classes where each of
the N(N — 1)/2 internal nodes is labeled with an element of Boolean function.
The nodes are arranged in a triangular shape with the single root node at the
top, two nodes in the second layer and so on until the final layer of N leaves,

To evaluate a DDAG, starting at the root node, the binary function at a node
is evaluated. The node is then exited via the left edge, if the binary function is
--1; or the right edge, if the binary function is 1. The next node’s binary function
is then evaluated. The value of the decision function is the value associated with
the final leaf node (see Figure 1). Only ¥ —1 decision nodes will be evaluated in
order to derive an answer. The DDAG can be implemented using a list, where
each node eliminates one class from the list. The implementation list is initialized
with a list of all classes. A test point is evaluated against the decision node that
corresponds to the first and last elements of the list. If the node prefers one of the
two classes, the other class is eliminated from the list, and the DDAG proceeds
to test the first and last elements of the new list. The DDAG terminates when
only one class remains in the list.



Fig. 1. The DDAG finding the best class out of four classes.

The DAGSVM algorithm creates a DDAG whose nodes are maximum margin
classifiers over a kernel-induced feature space. Such a DDAG is obtained by
training each ‘4 vs 7' node only on the subset of training points labeled by ¢ or
j. The final class decision is derived by using the DDAG architecture. For the
DAGSVM, the choice of the clags order in the list {or DDAG) is arbitrary.

2.2 Issues on DDAG

Systernatically innovated, the DDAG has outperformed the standard algorithm
in terms of speed. However, the DDAG has the main weakness that the number
of node evaluations for the correct class is unnecessarily high. This results in
high cumulative error and, hence, the accuracy. The depth of the DDAG is
N —1 and this means that the number of times the correct class has to be tested
against other classes, on average, scales linearly with V. Let consider a case of
20-class problem. If the correct class is evaluated at the root node, it is tested
against other classes for 19 times before it is correctly classified as the output.
Despite large margin, there exists probability of misclassification, let say 1%,
and this will cause 1 — 0.99'® = 17.38% of cumulative error in this situation.
This shortcoming becomes more severe if the number of classes increases. The
issue raised here motivates us to modify the DDAG.

3 Adaptive Directed Acyclic Graphs

In this section we introduce a new approach to alleviate the problem of the
DDAG structure. The new structure, the Adaptive DAG, lowers the depth of
the DAG, and consequently the number of node evaluations for the correct class.

3.1 The ADAG Architecture

An Adaptive DAG (ADAG) is a DAG with a reversed triangular structure. In
an N-class problem, the system comprises N(N — 1)/2 binary classifiers. The
ADAG has &V — 1 internal nodes, each of which is labeled with an element of



Boolean function. The nodes are arranged in a reversed triangle with N/2 nodes
(rounded up) at the top, N/2? nodes in the second layer and so on until the
lowest layer of a final node, as shown in Figure 2(a}.
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Fig. 2. (a) The structure of an adaptive DAG for an 8-class problem, and {b) the
corresponding implementation through the list.

To classify using the ADAG, starting at the top level, the binary function
at each node is evaluated. The node is then exited via the outgoing edge with a
message of the preferred class. In each round, the number of candidate classes is
reduced by half. Based on the preferred classes from its parent nodes, the binary
function of the next-layer node is chosen. The reduction process continues until
reaching the final node at the lowest level. The value of the decision function is
the value associated with the message from the final leaf node (see Figure 2(a)).
Like the DDAG, the ADAG requires only N — 1 decision nodes to be evaluated
in order to derive an answer. Note that the correct clags is evaluated against
other classes for log: IV times (rounded up) or less, considerably lower than the
number of evaluations required by the DDAG, which scales linearly with .

3.2 Implementation

An ADAG can be implemented using a list, where each node eliminates one class
from the list (see Figure 2(b)). The implementation list is initialized with a list of
all classes. A test point is evaluated against the decision node that corresponds
to the first and last elements of the list. If the node prefers one of the two
classes, the class is kept in the left element's position while the other class will
be eliminated from the list. Then, the ADAG proceeds to test the second and
the elements before the last of the list. The testing process of each round ends
when either one or no class remains untested in the list. In case that there is
one class remaining untested, the class will be put at the right-most position of
the next round list. After each round, a list with NV elements is reduced to a list
with N/2 elements (rounded up). Then, the ADAG process repeats until only
one class remains in the list.



4 Analyses of DDAG & ADAG

The following theoroins give the expected accuracy of the DDAG and ADAG.
The proofs of the theorems will be given in Appendix.

Theorem 1. Let p be the probability that the correct class will be eliminated
from the implementation list, when it is tested against another class, and let the
probability of one of eny two classes, except for the corvect cluss, being eliminated
from the list be 0.5. Then under a uniform distribution of the position of the true
closs in the list, the expected accurucy of the DDAG is (1/N)[(1—p)/p+ (1 —
p)V=1 — (1~ p)¥ /p|, where N is the number of classes.

Proof. See Appendix.

Theorem 2. Let p be the probability thot the correct class will be eliminated
from the implementation list, when it is tested against another class, and let the
probability of one of any two classes, except for the correct class, being eliminated
from the list be 0.5. Then under a uniform distribution of the position of the true
cluss in the list, the expected accurucy of the ADAG is (2N — 2[lee2N1y N)(1 -
piltes=NT 4 ((2fleeNT _ Ny INY(1 —p)[t092N1=) | phere N is the number of classes,
and fx] is the leust integer greater than or equal to z.

Proof. See Appendix.

The above theorems show that the accuracy of the ADAG decreases much
slower than that of the DDAG, with the increase of the number of classes. For
example, in case of p = 0.01 and N = 20, according to the above theorems, the
expected accuracy of the ADAG and DDAG are 95.68% and 90.18%, respectively.

According to the theorems mentioned above, the ADAG should have much
advantage over the DDAG when the number of classes increases. We evaluated
the performance of the ADAG. Figure 3 shows the trends of the accuracy of
classification of the DDAG and the ADAG when the number of classes is varying,.
The experiment is based on the English letter image recognition which has 26
classes [4]. The dataset is trained by using Polynomial kernel degree 4. For the
DDAG, the number of evaluations for the correct class is unnecessary high, This
results in higher cumulative error and lower the accuracy. Using the reversed
triangular structure, the ADAG reduces the number of times the correct class is
tested against other classes, and thus reduces the cumulative errors. This greatly
improves the performance of the DDAG. The improvement comes in the form of
higher accuracy with higher confidence of achieving the accuracy. Our approach
is empirically proved to increase accuracy and confidence, especially in problems
with the higher nurnber of classes.

5 Reordering Adaptive Directed Acyclic Graphs

The accuracy of a binary classifier depends heavily on its generalization per-
formance. In this section we introduce a method to select an optimal order of
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Fig. 3. The trends of the classification accuracy when the number of classes is varying.

classes in the list (binary classifiers) by dynamically reordering the order of
classes during classification process according to each test data. Only binary
classifiers which have small generalization errors will be used in data classifica-
tion. We called this method the Reordering Adaptive Directed Acyclic Graph
(RADAG).

5.1 The RADAG Architecture

The structure of the ADAG and the RADAG are the same. But the differences
are the initialization of the binary classifiers in the top level and the order of
classes in lower levels (see Figure 4). In the first step, we use a reordering algo-
rithm with minimum-weight perfect matching described in the next subsection
to choose the optimal order of classes to be the initial order. We use the order to
evaluate every test example. In the second step, as in the ADAG, test points of
the RADAG are evaluated against the decision nodes. In the third step, unlike
the ADAG, the RADAG will reorder the order of classes before processing in
the next level by using the reordering algorithm with minimum-weight perfect
matching. This order differs for each test example, and it depends on the results
of nodes from the previous level. The second and the third steps are repeated
until there is only one class remains.

5.2 The Reordering Algorithm

In this subsection we describe the reordering algorithim with minimum-weight
perfect matching.

5.3 Generalization Error of Classifiers

The ability of a hypothesis to correctly classify data not in the training set is
known as its generalization [8]. Generalization analysis of pattern classifiers is
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concerned with determining the factors that affect the accuracy of a pattern clas-
sifier [3]. Generalization performance of SVMs can be approximated by bounding
on the generalization error. Define the class F of real-valued functions on the ball
of radius R in B™ as F' = {w+ w-x: [lw|| € 1,||x|] £ R}. There is a constant
¢ such that, for all probability distributions, with probability at least 1 — § over
! independently generated examples 2, if a classifier & = sgn{f) € sgn(F) has
margin at least ¥ on all the examples in 2, then the error of & is no more than

c{R: 1
7 (—T—z-iog I+ log (3)) (1)

Furthermore, in case that the training data cannot be separated by the hyper-
plane without error, with probability at least 1 — & , every classifier k € sgn{F)
has error no more than

k c R 1 .
o s (Bt (3) ®

where k& is the number of labeled examples in z with margin less than . Below
we show an example of the generalization error of classifiers. The experiment
is based on the English letter image recognition data set from [4], which has
26 classes. Hence there are 325 classifiers. The classifiers are trained by using
the Polynomial kernel of degree 3. In Figure 5, the generalization errors of all
classifiers expressed by Equation 2 are depicted. The generalization errors of all
classifiers are varying. The average of all of them is 28.82.

5.4 Algorithm

For the reason described above, we consider the generalization errors in order
to choose the optimal order with less chance to predict the wrong class from
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all possible W%W orders. Among N (N — 1)/2 classifiers, N/2 classifiers
which have small generalization errors will be considered to be used in data
classification.

Let G = (V,E) be a graph with node set V' and edge set £. Each node
in G denotes one class and each edge denotes one binary classifier which has
a generalization error from equation 2 (see Figure 6(a)). The output of the
reordering algorithm for graph (7 is a subset of edges with the minimum sum of
generalization errors of all edges and each node in G is met by exactly one edge
in the subset (see Figure 6(b)). Given a real weight ¢, being generalization error
for each edge e of G, the problem of reordering algorithm can be solved by the
minimum weight perfect matching that finds a perfect matching M of minimum
weight 3 (c. 1 e € M).

For U CV,let E(U) = {{1,7): (,j) € E,i € U,j € U}. E(U) is the set of
edges with both endpoints in U. The set of edges incident to node 1 in the node-
edge incidence matrix is denoted by 8(¢). The convex hull of perfect matchings
on a graph G = (V, E) with |V| even is given by
a)x € RT
b) Eeeﬁ(v) Te=1forveV
€) Pecr) Te < []%[J for all odd sets U C V with |U]| > 3
or by {a),(b) and
d) X.esr) *e > 1 for all odd sets U C V with |U| >3
where |E| = m and x, = 1 means that e is in the matching. So the minimum
weight of a perfect matching is at least as large as the value of

min Z Celp (3)

eck

where g satisfies ” (a),(b) and (¢)” or "{(a),(b) and (d)”. Therefore, the reordering
problem is to solve the linear program in Fquation 3.

8
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Fig. 6. (a) A graph for an 8-class problem (b) An example of the output of the re-
ordering algorithm.

5.5 Estimating the Difference between Means of Generalization
Errors

In this subsection we will explain test concerning means of generalization errors
of classifiers of interest (the binary classifier of the correct class and other classes
in the order of clagses), which are selected by the ADAG and the RADAG. For
the ADAG, we randomly selected the classifiers to be used in data classification,
whereas for the RADAG the classifiers are selected by using the minimum-weight
perfect matching algorithm. This may be analyzed using a method called the
one tailed paired t test.
To estimate the difference between two means, we wish to test

Ho:ps —p2 =0,

H,: H1 — pa > 0.
The point estimate of the difference p) — of two population means is given
by X1 — Xu. The form of the paired t test is

K-X
b= Sa/vn )

where Sy is the standard deviation of the sample of differences X; — X,.
Assume that the distribution of generalization errors is normal distribution.
The simulation is based on the dataset which has 26 classes, and hence there
are 325 binary classifiers. In the experiment, a generalization error is randomly
selected to each classifier with eqgual probability, uniformly distributed. We ex-
amine 5,200 orders of classifiers, where for the first 200 orders we assume that
the correct class is class 1, for the second 200 orders we assume that the correct
class is class 2 and so on. For the ADAG, we randomly selected 5,200 orders of
classifiers. For the RADAG, 5,200 orders are selected by using the minimum-
weight perfect matching algorithm so all orders are the same. Then we compute
sum of generalization errors of classifiers of interest that correspond to the binary
classifier of the correct class and other classes in the order. The experiments are
repeated 100 times. Then we calculate the sample mean X; (Xapag) and X,



(Xrapac). Using o = 0.001 with a one-tailed test. and degree of freedom = 99,
the null hypothesis is rejected. This means that the RADAG obtains classifiers
whose generalization errors are statistically significantly lower than the ADAG.

6 Experiments

In the experiments, we compared the accuracy of classification of four algorithms,
i.e., the Max Wins, the DDAG, the ADAG, and the RADAG. We also compared
the computational time between the ADAG, the RADAG and the Max Wins.

6.1 Data Set and Experimental Setting

The experiments are based on several data sets from the UCT Machine Learn-
ing Repository [4] including glass, satimage, segment, shuttle, vowel, soybean,
letter and isolet (see Table 1). For the soybean problem, we discarded the last
four classes because of missing values. In addition, we examined our methods
with Thai printed charafter recognition [20], which has 68 classes including 44
consonants, and 26 vowels and tonal masks. For the training set, the characters
were printed by laser printer with 600 dpi resolution. Then they were copied by
a copier machine with saturated ink. There are two test sets. For the test set of
Thai printed character 1 data set, the charecters were printed by laser printer
with 600 dpi resolution. For the test set of Thai printed character 2 data set,
the characters were printed by laser printer with 600 dpi resolution. Then they
were copied by a copier machine with pale ink. These data sets are different in
the number of classes, the number of dimensions, and sizes. 68 classes is the
most classes and 617 dimensions is the most dimensions which are used in the
experiment.

In these experiments we scaled both training data and test data to be in
[-1,1} and employed Polynomial and RBF kernels. In the training phase, the
N{N - 1)/2 binary classifiers were constructed by using the software package
called SV M9t version 5.0 [13, 14]. For the DDAG and the ADAG, we examined
all possible orders of classes for datasets having not more than 8 classes, whereas
we randomly selected 50,000 orders for datasets having more than 8 classes. We
then calculated the average of accuracy of these orders.

Table 1. Description of the datasets used in the experiments.

Dataset Training data]Test data]Classs[Dimension
Glass 214 - 6 9
Satimage 4,435 2,000 & 36
Segment 2,310 - K 18
Shuttle 43,500 14,500 7 9
Vowel 528 462 11 10
Soybean 290 340 15 35
Letter 15,963 4,037 26 16
zolet 6,238 1,559 26 617
‘ThaiPrintedCharacterl 3,264 3,264 68 128
‘ThaiPrintedCharacter2 3,264 3,264 68 128

10



6.2 Experimental Results

Table 2 and Table 3 present the results of comparing four methods including
the Max Wins, the DDAG, and our methods, the ADAG and the RADAG. We
present the optimal parameters, d in the Polynomial kernel [(x -y + 1)|¢ and ¢
in the RBF kernel exp(—|x — y|3/¢). The best accuracy among these methods is
illustrated in bold-face. ****, *** ** and * in the tables mean 99.99%, 99%, 95%,
and 90% confidence interval for estimating the difference between accuracies of
the ADAG and other methods, using a one-tailed paired t-test. 444, 144,
++ and + mean 99.99%, 99%, 95%, and 90% confidence interval for estimating
the difference between accuracies of the RADAG and other methods using a
one-tailed paired t-test.

To estimate the difference between accuracies, we added up the training set
and test set into one set. Then we use a k-fold cross-validation method in which
the set is partitioned into k disjoint, equal-sized subsets. In this k-fold cross-
validation approach, each example from the set is used exactly once in a test
set, and k-1 times in a training set [19]. In our experiment, we use 5-fold crsss-
validation for the glass dataset and 10-fold crsss-validation for all others.

For estimating the difference between errors of two learning methods, the
mean difference ¥ in errors from all disjoint subsets is returned as an estimate
of the difference between the two learning algorithins [19]. The approximate N%
confidence interval for estimating the difference using Y is given by

(}_’ — tNg-15%: Y + tne-15%) (5)
where ¥ is the sample mean defined as
o k
Y = % Zi.‘:l K

¥; is the difference iu error between two learning methods from the i*? subset,
and Sy is the estimated standard deviation of the sample mean defined as

Sy = /iy T (% - V)%

As shown in the tables, our methods yield higher accuracy than the Max
Wins and the DDAG in almost all of datasets. The results show that the ADAG
performs statistically significantly better than the DDAG in satimage, shuttle,
vowel, soybean and letter problems. In case of the RBF kernel, the ADAG per-
forms statistically significantly better than the DDAG in shuttle, soybean, letter
and isolet problems. The results also show that the RADAG performs statisti-
cally significantly better than the other methods in the segment, shuttle, vowel
and letter problems in case of the Polynomial kernel. In case of the RBF kernel,
the RADAG performs statistically significantly better than the other methods
in the glass, shuttle, vowel, soybean and letter problems. These show the effec-
tiveness of the ADAG and the RADAG.

6.3 Computational Time

Table 4 and Table 5 present the comparison of the running time for classifying
test data between the ADAG, the RADAG and the Max Wins for Polynomial

11



Table 2. A comparison of the accuracy of classification using the Polynomial kernel.

Dataset d Max Wins] d DDAG d ADAG d RADAG
Glass 2 T1.078 2 71.069 2 TiLH.13K 2 T1.063
Satimage 6 89.615 6 BD.599™"* 6 89,522 8 89.681
Segment 8 97.36144 (B 97.360, 4 8 97.383, 8 ©7.533
Shuttle 8 99.923. |8 99.918%% |8 99.922,, |8 99.930
Vowel 3 93.001; |3 98.872% 3 98894, |2 98.990
Soybean 3 92.470 5 92.2027 5 92.281 3 92.698
Letter 3 96512, |3 95.9943%7,| 3 96.379.44| 4 968.074
Isolet 3 97.488 3 97.484 3 97.485 3 097.499
ThaiPrintedCharacterl| 2 99.246 2 99,239 2 99.242 2 99,234
ThaiPrintedCharacter2| 2 99677 2 U9.657 2 9Y.670 2 99.617

Table 3. A comparison of the accuracy of classification using the RBF kernel.

Dataset ¢ Max Wins[ ¢ DDAG [ ADAG [ RADAG
Glass 0.09 73.238; |0.08 T2.8504 Q.08 72759, 0.09 74.319
Satimage 3.0 92,148 3.0 92129 3.0 92.141 3.0 92,152
Segment 0.7 B7.658 |07 97.652 0.7 97.850 0.7 97.576
Shuttle 3.0 059,928 3.0 99.926_‘:; 3.0 999274 3.0 90.931
Vowel 0.2 .0B.9804 |02 98.9654 0.2 98.975, 0.2 99.091
Saybean 0.08 92.533; [0.07 91.739;_'_', 0.08 92.5704 0.07 93.016
Letter 3.0 96512, |3.0 95.994_;_;;_4_ 3.0 96,379 4 44.3.0 96.6834
Isolet 0.01 97.527 0.0l 97.517 0.01 97.523 0.003 97.589
ThaiPrintedCharacter (0.003 98.387  (0.003 89.387 0.003 99.387 0.003 99.387
ThaiPrintedCharacter2(0.004 99.663 (0,004 89.663 0.004 99.663 0.004 99.663

and RBF kernels by using a 400 MHz Pentium II processor. There is no running
time of the glass dataset because it has too few test examples to measure the
time. For the segment problem, there is no provided test data so we use 5-fold
crsss-validation. The results show that both the ADAG and the RADAG require
low running time in all data sets, especially when the number of classes and/or
the number of dimensions are relatively large. For an N-class problem, the Max
Wins requires N(N — 1)/2 classifiers for the classification whereas the ADAG
and the RADAG require only N — 1 classifiers. Hence the larger the number of
classes the more running time the Max Wins requires than the ADAG and the
RADAG. Moreover, the number of dimensions affects the running time of each
classifier. As the result, the larger the number of dimensions the more running
time the Max Wins requires than the ADAG and the RADAG. For the RADAG,
the number of classes affects the running time for reordering. However, it takes
a little time even when there are many classes.

The Max Wins needs O{N?) number of comparisons for the problem with
N classes. The DDAG reduces the number of comparisons down to O{N). By
reducing the depth of the path, the ADAG requires (V) comparisous of binary
clagsifiers with accuracy higher than that of the DDAG. The RADAG needs a
little time more than the ADAG for reordering the order of classes. Note that,
currently, the minimum-weight perfect matching algorithm, which is used in the
reordering algorithm, runs in time bounded by O(N{M + NlogN)) [6], where
N is the number of nodes (classes) in the graph and M = N(V — 1}/2 is the
number of edges (binary classifiers). The RADAG will reorder the order of classes
in every level, except for the last level. The order of classes in the top level is

12



Table 4. A comparison of the computational time using the Polynomial kernel.

HADAG

Dataset Test data|Class| Dimension| d [ ADAG TReordering] Total |Max Wins
{seconds)| (seconds) |(seconds)| (seconds)

Satimage 2,006 6 36| & 1.90 0.50 2.40 .47
Seygrnent 462 7 18( 8 0.11 0.08 0.19 0.41
Shuttle 14,500 7 9| 8 1.76 3.38 5.13 5.18
Vowel 462 11 10| 2 0.12 0.26 0.37 .61
Soybean 310 15 35] 3 0.30 0.25 0.55 1.86
Letter 4,037 26 16| 4 8.4 4.20 12.68 125.568
Isolet 1,559 26 B17| 3 116.02 1.48 117.50| 1,671.98
ThaiPrintedCharacter] 3,264 68 128( 3 94 .63 13.83 108.46| 2,996.64
ThaiPrintedCharacter2 3,264 68 128( 3 96.41 13.19( 109.60| 3,042.98

Table 5. A comparison of the computational time using the RBF kernel.

RADAG

Dataset Test data|Class|Dimension| ¢ [ ADAG [Reordering] Total |Max Wins
(seconds)| (seconds) |(seconds)| (seconds)

Satimage 2,000 [3 36(3.0 11.75 .51 12.26 37.13
Segment 462 7 14]0.7 0.24 .10 0.34 .82
Shuttle 14,500 7 9]3.0 3.36 0.63 3.99 9.27
Vowel 4821 11 10(0.2 0.10 0.27 0.37 0.61
Soybean 340 15 350.07 0.32 0.45 0.77 2.20
Letter 4,037 26 1613.0 62,27 3.69 65.96 802.8%
Isolet 1,559 26 617)0.01 100.42 1.60 102.02| 1,369.11
ThaiPrintedCharacterl 3,264 68 128(0.002 86,25 16.46 102.7E| 2,772.18
ThaiFrintedCharacter2 3,264 48 128(0.001 55.75 14.37 70,12 1,877.77

reordered only one time and we use the order to evaluate every test example.
Hence for classifying each test data, we need loga N 2 times of reordering, where
each time the number of classes is reduced by half. Therefore, the running time
of the RADAG is bounded by O(¢; N} + O(caN3loga N}, where ¢, is much larger
than e;.

7 Conclusion

We have proposed a new approach, Adaptive Directed Acyclic Graph (ADAG),
that alleviates the problem of the DDAG caused by its structure which needs an
unnecessarily high number of evaluations for the correct class. Using the reversed
triangular structure, the ADAG reduces the number of times the correct class is
tested against other classes, and thus reduces the cumulative errors. We proved
that the expected accuracy of the ADAG is higher than that of the DDAG.

We also proposed an enhancement version of the ADAG, Reordering Adap-
tive Directed Acyclic Graph (RADAG), to choose an optimal order of classes in
the list in the ADAG method. By the use of minimum-weight perfect matching,
the RADAG can reorder the order of classes in polynomial time and only binary
clasgifiers which have small generalization errors will be considered to be used
in decision nodes.

Our experimental results are also evidence that the ADAG and the RADAG
vield higher accuracy of classification than the Max Wins and the DDAG, espe-
cially in such a case that the number of classes is relatively large. Moreover, the
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running time used by the ADAG and the RADAG is much less than that used
by the Max Wins, especially when the number of classes and/or the mumber of
dimensions are relatively large.

Since the DDAG reduces evaluation time while maintaining accuracy com-
pared to the Max Wins, which is one of the SVMs” fastest methods in multiclass
classification, this modification of the DDAG will help improve accuracy even
further. ln our ongoing work, we are studying how to reduce the number of
evaluations and how to enhance the performance in terms of both accuracy and
running time.

Appendix

In the following analyses of the DDAG and ADAG, we assume that the probability
of the correct class being in any position in the list is a uniform distribution. We also
assurne that the probability of the correct class being eliminated from the list is p, when
it is tested against another class, and that the probability of one of any two classes,
except for the correct class, being eliminated from the list is 0.5 when they are tested
against each other.

We first illustrate the expected accuracy of the DDAG by the following example.

Example: (Expected accuracy of the DDAG for a 4-class problem). Consider
a four-class problem. Figure 7 shows all probability calculation paths where the correct
class will be correctly classified by the DDAG. There are 8 calculation paths for this
problem. The correct class will be correctly classified if it is not eliminated from the
kist. This means that when it is at the edge (the first or the last elemnent) of the list in
each calculation path, all other classes have to be excluded from the list.

Fig. 7. An example of a four-class problem.

Under a uniform distribution, the probability is 1/4 that the correct class will be
at any position of the initia! list. In the case that the correct class (indicated by ‘X’
in the figure) is at the edge of the current list, it will be correctly classified if all other
classes are eliminated from the list. The probability of this is {1 — p)¥ 77, where N is
the number of elermnents in the current list. In the case that the correct class is not at
the edge, we have two possible choices, i.e. to remove the first slement and to remove
the last element from the list. This reduces the number of elements one by one. From
the above example, the probability that the correct class is correctly classified is:
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(/91 —p)® + (1/0(/2 @ — py* + (1/4)(1/2)*(1 - p)* + (1/9)(1/2)*(1 — p)* +
(L/0(1/2)° (1 ~p)* + (L/DQ/22 (1 ~p)t +(1/D(1/2)* (1 —p)* + (1/4)(1 — p)®
= (1/9[( - p)/p + (1 - g = (1~ p)*/p] o

We now give the theorem for expected accuracy of the DDAG as follows.

Proof of Theorem 1 {Expected accuracy of the DDAG). As shown in the above
example, the correct class will be correctly classified if when it is at the edge of the list,
all other classes have to be excluded from the list. Consider the cases when we first
obtain a list with ¢ elements where the correct class is at the left-most position, where
2 € i € N — 1. The list can be written as X(Q...0, where X and O represent the
correct class and a wrong class, respectively. This list is obtained from a list containing
i+ 1 elements with one wrong class preceding the correct class as shown by OXO ... 0.
Before the list OXO...O is obtained, N — i — 1 wrong classes must be excluded from
an initial list. Thus beginning from all possible different initial lists, the number of
possible calculation paths ending with a list of i elements where the correct class is at
the left-most position is 2% '~ (as there are two possible choices for one wrong class;
to remove the first element or to remove the last element of the list). Therefore the
number of possible calculatioh paths ending with a list of i elements where the correct
class is at the edge (the left-most and right-most positions) is 2¥ ~*. The probability
of obtaining the list of i elements where the correct class is at the edge is equal to
(1/N){0.5)¥ (1 — p)'~*, as N — i wrong classes must be eliminated from the list and
after that the correct class is at the edge and i — 1 wrong classes must be excluded.
The total probability that the correct class of this pattern will be correctly classified
is thus 2V =9(1/NY0.5)¥ (1 — py~! = (1/N)(1 - p)* L.

Next consider the cases when the correct class is at the edge of a list with NV
elements. For these cases, the total probability that the correct class will be correctly
classified is obviously 2(1/N)(1 —p)¥ !

Finally we sum up all above probabilities and we have the expected accuracy as:
(N /N -pY D) +20/NA-p)V T = (005 /N1 -p))) + (/N)(1 - p) ¥
= (1/N)(1-p) (1~ (1~p)" Y e+ (1-p)" '] = (/M) (1 —-p)/p+(1—p)" " ~(1-p)" /5]

O

Fig. 8. The positions of classes that can be bye-getting elements.

Proof of Theorem 2 (Expected accuracy of the ADAG). Given N classes of
examples, the height (the number of adaptive layers and the output layer) of the ADAG
is obviously [log2IN]. To be selected as the winner (as the output of the ADAG),
some elements have to be compared with others for [logaN] times, and there are
some elements, called bye-getting elements that are compared with others for less than
[log2 N7 times. As the architecture of the ADAG always puts a bye-getting element (the
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middle element) of the current list at the edge of the list of the next layer, any element
can get at most one bye. Therefore, a bye-getting element will be compared with others
for [logaN} — 1 times. There will be bye-getting elements only when the number of
classes cannot be represented by 2%, where X is a positive integer. These bye-getting
elements will be at the middle of the initial list and of the current list representing each
adaptive layer; e.g. the 5% 3" and 2™ clements in the initial list, the list of the first
adaptive layer, and the list of the second adaptive layer in Figure 8(a), respectively.
A bye-getting element at the i** adaptive layer can come from two elements in the
(i — 1)** layer, as shown in Figure 8(b). Therefore, 7 elements of the initial list in
the figure can possibly be bye-getting ones. Let F(IV) be the number of all possible
bye-getting elements of the list with N elements. It is obvious that with F'(2) = 0, and

F(N} = (N mod 2) +2- F(JN/2]). {6)

Next we will prove by induction on X that F(N) = 271%™ _ & when N is an
integer between 2% +1 and 2%+ and X is a positive integer greater than or equal to 1.

First consider the base case of X = 1. In this case, N is equal to 3 or 4. It is
obvious that F%S) = 1 which satisfies FI(3) = 2/*9230 _ 3 and F(4) = 0 satisfying
F) = oflogz(4y] _ 4

Next we prove general cases of X > 2 by induction: suppose F(N) is equal to
2llosztM)] _ N when N is an integer between 2% 7! + 1 and 2%, and we will show that
F(M) is also equal to 2/%92(*)1 _ A7 when M is an integer between 2% + 1 and 2%¥+1,

In case of M = 2N (an even number) and 2¥ + 2 < M < 2X*!, it is clear that
F(M) = 2F(N) according to Equation 6 (in case that M is an even number, a bye-
getting elements of F(/V) can possibly come from two bye-getting elements of F{M)).
Therefore, we will have the following.

F(M) = 2F(N) = 2(2'092N1 . Ny = 2TtesaNi+1 _ gy o ollog22NT _gpy
— gilegaM1 _ ar
This proves the case of M is an even number.

Next in case of M = 2V — 1 {an odd number) and 2¥ +1 < M < 2¥+ 3 jt
is also clear that F(M) = 2F{N) + 1 according to Equation 1 (in case that M is an
odd number, a bye-getting elernents of F(¥) can possibly come from two bye-getting
elements of F(M), and there is one more bye-getting {the middle) elements of F(M)
that gets a bye of this round). Therefore, we will have the following.

F(M) = 2F(N) + 1 =2(2%92N¥ _ Ny 41 = offesaNT+1 _on 4
= pllegz2NT _ (2N ~ 1)
As 2% 41 € 2N -1 < 2N < 2% we have log2(2% + 1) € loga (2N = 1) < log: (2N} <
log2(2* "), which means [log2(2N — 1)] = [log2(2N)] = X + 1. The above formula
then becomes as follows.
F(M) = gllogz (2N -13] _ (2N — 1) = 2lles2M1 _ pr

This proves the case of M is an odd number. The above then proves that #(N) is equal
to 2M092M) _ N when N is an integer between 2% + 1 and 2%, where X > 1.

Having the value of F(N¥) as above, we then can calculate the expected accuracy
of the ADAG. As under a uniform distribution, the probability that the correct class is
at any position of the initial list is 1/N. Therefore, the expected accuracy is calculated
by weighting the bye-getting correct elements with F(N}/N, and the non-bye-getting
correct elements with (N — F(N))/N. Finally, we have the expected accuracy of the
ADAG as follows.

(N = F(N))/N - (1L = p)l**93"] + F(N)/N - (1 - pliosaN1-t
= ((2N — 22Ny Ny . (1 = pltosaNT (21921 _ NY/NY - (1 — p)ltesai-1,

This proves the theorem. ]
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Abstract The problem of extending binary support vector machines (SVMs) for multiclass
classification is still an ongoing research issue. Ussivakul and Kijsirikul proposed the Adaptive Directed
Acyclic Graph (ADAG) approach that provides accuracy comparable to that of Max Wins, which is
probably the currently most accurate method for multiclass SVMs, and requires low computation.
However, different sequences of binary classifiers in nodes in the ADAG may provide different accuracy.
In this paper we present a new method for multiclass classification, Reordering Adaptive Directed
Acyclic Graph (RADAG), which is the modification of the original ADAG method. We propose an
algorithm to choose an optimal sequence of binary classifiers in nodes in the ADAG by considering the
generalization error bounds of all classifiers. We apply minimum-weight perfect matching with the
reordering algorithm in order to select binary classifiers which have small generalization errors to be
used in data classification and in order to find the best sequence of binary classifiers in nodes in
polynomial time. We then compare the performance of our method with previous methods including the
ADAG and the Max Wins algorithm. Experiments denote that our method gives higher accuracy.
Moreover it runs faster than Max Wins, especially when the number of classes and/or the number of
dimensions are relatively large.

Keywords Support Vector Machines, Multiclass Classification, ADAG RADAG

%*
This work was supported by The Thailand Research Fund.



SANKEN International Workshop on Intelligent Systems, 2003 2

1 Imtroduction

Support vector machines (SVMs) [8] were
primarily designed for two-class classification
problems with their outstanding performance in
real world applications. However, extending
SVMs for multiclass classification is still an
ongoing research issue. Previous methods for
solving the multiclass problem of SVMs are
typically to consider the problem as the
combination of two-class decision functions, e.g.
one-against-one and one-against-the-rest [5]. The
one-against-the-rest  approach  works by
constructing a set of & binary classifiers for a
k-class problem. The i* classifier is trained with
all of the examples in the i class with positive
labels, and all other examples with negative
labels. The final output is the class that
corresponds to the classifier with the highest
output value. Friedman [5] suggested the Max
Wins algorithm in which each one-against-one
classifier casts one vote for its preferred class,
and the final result is the class with the most
votes. The Max Wins algorithm offers faster
training time compared to the
one-against-the-rest method. The Decision
Directed Acyclic Graph (DDAG) method
proposed by Platt et al. reduces training and
evaluation time, while maintaining accuracy
compared to the Max Wins [6]. The comparison
experiments by several methods on large
problems in [5] show that the Max Wins
algorithm and the DDAG may be more suitable
for practical use. Ussivakul and Kijsirikul [7]
proposed the Adaptive Directed Acyclic Graph
(ADAG) method which is the modification of the
DDAG. This method reduces the dependency of
the sequence of binary classifiers in nodes in the
structure as well as lowers the number of tests
required to evaluate for the correct class. Their
approach yields higher accuracy and reliability of
classification, especially in such a case that the
number of classes is relatively large.

In this paper we revea! that the ADAG still
is dependent on the sequence of its nodes,
although it is less dependent on the order of
binary classes in the sequence than the DDAG;

there are still differences in accuracy between
different sequences. This led to the reliability of
the algorithm. Here we propose a novel method
that improves reliability by choosing an optimal
sequence, which has less chance to predict the
wrong class, and dynamically reordering the
sequence during classification process according
to each test data. We also reveal that the problem
of selecting the appropriate sequence can be
solved by minimum-weight perfect matching.

This paper is organized as follows. In the
next section, we review SVMs and the
formulation to solve multiclass problems, i.e.,
the DDAG and the ADAG. In Section 3, we
introduce the modification of the ADAG to
improve the performance by using the reordering
algorithm  with  minimum-weigh  perfect
matching, The numerical experiments are
illustrated in Section 4. Finally, the conclusions
are given in Section 5.

2 SVM classification

This section describes the basic idea of
SVMs [7] and two previous works on multiclass
SVMs which are related to our proposed method,
i.e., the DDAG [5,6] and the ADAG [7].

2.1  Support vector machines

The main idea of support vector machine
classification is to construct a hyperplane to
separate the two classes,

2.1.1 Linear support vector machines

Suppose we have a data set D of [ samples in
an n-dimensional space belonging to two
different classes (+1 and —1):

D= {(xk,yk)| ke {1,..,1},xk €R",y, € {+ l,—l}}.

The hyperplane in the » dimensional space is
determined by the pair (w,b) where w is an
n-dimensional vector orthogonal to the
hyperplane and b is the offset constant. The

hyperplane (w-x) + b separates the data if and
only if
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(wx)+b>0 if y=+1
(W-x)+b<0 if y ==l i)

If we additionally require that w and & be
such that the point closest to the hyperplane has a
distance of 1/\w], then we have

(w-x)+b21 if y=+1
(w-x)+bs-1 if p=-1 .o 3

which is equivalent to
ylw-x)+8]21 Vi ... e (4)

To find the optimal separating hyperplane,
we have to find the hyperplane that maximizes
the minimum distance between the hyperplane
and any sample of training data. The distance
between two closest samples from different
classes is

(w-x,)+b_ ax
we) W ™

From (3), we can see that the appropriate
minimum and maximum values are =l.
Therefore, we need to maximize

1 -1 2
d(w’b)=m—_|;|=m' ................... (6)

Thus, the problem is equivalent to:
*  minimize |w/2
®  subject to the constraints

(D) ylw-x)+5121 Vi

For non-separable case, the training data
cannot be separated by a hyperplane without
error. The previous constraints then must be
modified. A penalty term consisting of the sum
of deviations & from the boundary is added to
the minimization problem. Now, the problem is
to

(w-x,.)+b'

2
=  minimize %_.Fczf:{;
i=1

= subject to the constraints
1) ylw-x)+bl21-¢,
(2) &20 Vi

The penalty term for misclassifying training
samples is weighted by a constant C. Sefecting a
large value of C puts a high price on deviations
and increases computation by effecting a more
exhaustive search for ways to minimize the
number of misclassified samples.

By forming the Lagrangian and solving the
dual problem, this problem can be translated
into:
=  minimize

! I
1
Lw,ba)=3 a, - 2 2 a3,y (% %))

i=] ij=l

=  subject to the constraints:
(1) 0=e=C,Vi

@ Ya -0

where ¢; are called Lagrange multipliers. There
is one Lagrange multiplier for each training
sample. [n the solution, those samples for which
a; > O are called support vectors, and are ones
such that the equality in {4) holds. All other
training samples having o; = 0 could be removed
from the training set without affecting the final
hyperplane.

Let ¢, an /-dimensional vector denote the
minimum of L({w,b,c). If a,—o> 0 then x; is a
support  vector. The optimal separating
hyperplane (w®, 5%} can be written in terms of &

and the training data, specifically in terms of the
support vectors:

W= iaioijf = Zafyixi. .......... ®
=1

suppoft vectors

B°=1-w’x; for x,with y;= | and 0<e<C.
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The optimal separating hyperplane classifies
points according to the sign of f{x),

f(x)= sign(w° X+ bo)

=sign[ Zaf‘yj(x.-x)+b°} .. {10)

SUpOrt vediors

Support vector x; with a,.O = C may or may not

be misclassified. All other x/’s are correctly
classified.

2.1.2 Non-linear support vector machines

The above algorithm is limited to linear
separating hyperplanes. SVMs get around this
problem by mapping the sample points into a
higher dimensional space using a non-linear
mapping chosen in advance. This is, we choose a
map &:m"— Hwhere the dimensionality of H
is greater than n. We then seek a separating
hyperplane in the higher dimensional space; this
is equivalent to a non-linear separating surface in
n"

The data only ever appears in our training
problem (7} in the form of dot products, so in the
higher dimensional space we are only dealing
with the data in the form ®(x;)®(x). If the
dimensionality of H is very large, then this could
be difficult, or very computationally expensive.
However, if we have a kernel function such that
k(x,x) = @(x,)P(x;), then we can use this in
place of x;x; everywhere in the optimization
problem, and never need to know explicitly what
@ is. Some widely used kernels are:

Polynomial degree d: fyx,y) = I" g+ I|d 11D
Radial basis function: k(x,y) = e*""r/ ..(12)

22 DDAG

Platt et al, [6] presented a learning
architecture, the Decision Directed Acyclic
Graph (DDAG), which is used to combine many
two-class classifiers into a multiclass classifier.
For a k-class problem, its training phase is the

same as the one-against-one method by solving
k(k-1)/2 binary SVMs, one for each pair of
classes. However, in the testing phase, it uses a
rooted binary directed acyclic graph which has
k(k-1)/2 internal nodes and k leaves (see Figure
1). Each node is a binary SVM of the i and j*
classes. Given a test sample x, starting at the root
node, the binary decision function is evaluated.
Then it moves to either left or right depending on
the output value. Therefore, we go through a path
before reaching a leaf node which indicates the
predicted class.

There are some issues on the DDAG as
pointed out by [7]. First, it gives outputs whose
probabilities are not uniformly distributed, and
thus its output depends on the sequence of binary
classifiers in nodes, affecting reliability of the
algorithm. In addition, the correct class placed in
a node near the root node is clearly at
disadvantage by comparison with the correct
class near leaf nodes since it is exposed to higher
risk of being incorrectly rejected. Second, the
number of node evaluations for the correct class
is unnecessary high. This results in higher
cumulative error and lower the accuracy. The
depth of the DDAG is k-1 and this means that the
number of times the correct class has to be tested

against other classes, on average, scales linearly
with k.

not 4

n not 4 not 1 not 3
2 1
3 2
3 2

™

3
4
ot 2
'} 1
Figure 1: The DDAG finding the best class out
of four classes
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2.3 ADAG

Ussivakul and Kijsirikul {7] proposed an
approach to alleviate the problem of the DDAG
structure described above. An Adaptive DAG
(ADAG) is a DAG with a reversed triangular
structure, For a #A-class problem, its training
phase is the same as the DDAG method by
solving k(k-1)/2 binary SVMs, one for each pair
of classes. However, in the testing phase, the
nodes are arranged in a reversed triangle with /2
nodes (rounded up) at the top, k/2* nodes in the
second layer and so on until the lowest layer of a
final node. It has k-1 internal nodes, each of
which is labeled with an element of Boolean
function (see Figure 2). Given a test example x,
starting at the top level, the binary decision
function is evaluated. The node is then exited via
the outgoing edge with a message of the
preferred class. In each round; the number of
candidate classes is reduced by half. Based on
the preferred classes from its parent nodes, the
binary function of the next-level node is chosen.
The reduction process continues until reaching
the final node at the lowest level, The value of
the decision function is the value associated with
the message from the final leaf node. Like the
DDAG, the ADAG requires only 41 decision
nodes to be evaluated in order to derive an
answer, Note that the correct class is evaluated
against other classes for log,k times or less,
considerably lower than the number of
evaluations required by the DDAG, which scales
linearly with £.

Using the reversed triangular structure, the
ADAG reduces the number of times the correct
class is tested against other classes, and thus
reduces the cumulative errors. However, therc
are still differences in accuracy between different
sequences of nodes. Next we will describe our
method that improves the ADAG by finding a
best sequence of nodes.

3 The proposed method

In this section, we introduce the
modification of the ADAG to improve the
performance of the original ADAG. This

approach determines a best sequence of nodes in
the ADAG by dynamically reordering the
sequence during classification process according
to each test data.

Blvs B2 Adaptive Layer B

Cutput Class Output Layer

Figure 2: The structure of an Adaptive DAG
for an 8-class problem

3.1  Generalization Performance of
Support Vector Machines

The ability of a hypothesis to correctly
classify data not in the training set is known as
its generalization. Generalization analysis of
pattern classifiers is concerned with determining
the factors that affect the accuracy of a pattern
classifier [1]. Generalization performance of
Support Vector Machines can be approximated
by bounding cn the generalization error.

Define the class F of real-valued functions
on the ball of radius R i R"
as F={X|—>va:||w||sl,“x||SR}. There is a
constant ¢ such that, for all probability
distributions, with probability at least 1-dover m
independently pgenerated examples z, if a
classifier h=sgn(f)esgn{F) has margin at
least y on all the examples in z, then the error of
A is no more than

2
i[R_z log? m + log{l]]. ............... (13)
mi y d

Furthermore, with probability at least 1-4, every
classifier hesgn(F) has error no more than

Adaptive Layer A
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k, JE[E;Dgz mHOg(LD ........ (14)
m \mly )

where £ is the number of labeled examples in z
with margin less than y.

Below we show an example of the
generalization error. The experiment is based on
the English letter image recognition dataset from
[2], which has 26 classes. Hence there are 325
classifiers. In this case, we construct classifiers
by using the Polynomial kemel of degree 3. In
Figure 3, the generalization errors of all
classifiers expressed by Equation (14) are
depicted. The generalization errors of all
classifiers are varying,

Generalization Error
400

300

Classifier No.

Figure 3: The generalization errors of 325
classifiers

3.2 Reordering ADAG

We propose a methed, called Reordering
Adaptive Directed Acyclic Graph (RADAG), to
improve the accuracy of the original ADAG. For
& k-class problem, the RADAG?’s training phase
is the same as the ADAG method by solving
k(k-1)/2 binary SVMs. However, the testing
phase is organized as follows. The differences
are the initialization of the binary classifiers in
the top level and the order of sequence in each
level (see Figure 4}, In the first step, we use a
reordering algorithm with minimum-weight
perfect matching described in the next subsection
to choose the optimal sequence to be the initial
sequence. We use the sequence to evaluate every

test example. In the second step, as in the ADAG,
test points of the RADAG are evaluated against
the decision nodes. In the third step, unlike the
ADAG, the RADAG will reorder the sequence
before processing in the next level by using the
reordering algorithm with minimum-weight
perfect matching. This sequence differs for each
test example, and it depends on the results of
nodes from the previous level. The second and

the third steps are repeated until there is only one
class remains.

PPERIT0;

| Initialize phase

Initializing the sequence

Al Al A3 A4

Classifying a new example
Reordering the sequence

Classifymng &
Alvi A3 A2vs Ad Reordering phase
B2
«+— Final classifier
Output phase

Figure 4: Classifying process of the RADAG

3.3 Reordering algorithm
For the reason described above, we consider
the generalization errors in order to choose the

optimal sequence from all possible ﬁ
2;

sequences with less chance to predict the wrong
class. Among classifiers, &2 classifiers which
have small generalization errors will be
considered to be used in data classification,

Let G = (V, E) be a graph with node set
and edge set E. Each node in G denotes one class
and each edge denotes one binary classifier
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which has a generalization error expressed by
Equation {14) (see Figure 5{a)). The output of
the reordering algorithm for graph & is a subset
of edges with the minimum sum of
generalization errors of all edges and each node
in G is met by exactly one edge in the subset (see
Figure 5(b)). Given a real weight ¢, being
generalization error for each edge e of G, the
preblem of reordering algorithm can be solved
by the minimum weight perfect matching that
finds a perfect matching M of minimum weight

Z(c, 1 e e M).

For U c F, let E(U) = {(i,):(ij)ekE, icU,
jeU}. E(U) is the set of chosen classifiers. Let
A&i) denote the set of edges incident to node /; the
set of classifiers with one class being i. The
perfect matchings on a graph G = (V, E) with [V]
even is given by

(a)xe Ry

) er =1 forveV

eed(v)

© ¥ x s{'-‘z”J for all odd sets U < ¥ with U|23
eek(LN)

or by (a),(b) and
(d) 3"x, 21 for all odd sets U < ¥ with|U|2 3

ecd(l)

where |E] = m, the number of classifiers, and
x. = 1 means that classifier e is chosen to be used
in the sequence. Therefore, the reordering
problem is to solve the following linear program:

where x satisfies “(a),(b) and (c)” or “(a),(b) and

(4.

Currently, the minimum-weight perfect
matching algorithm runs in time bounded by
O(n(m + n log n)) [3], where # is the number of
nodes (classes) in the graph and m is the number
of edges (binary classifiers). Hence the
reordering algorithm can reorder the sequence in
that polynomial time.

Figure 5: (a) A graph for an 8-class problem,
(b) An example of the output of the reordering
algorithm.

4 Numerical experiments

In this section, we present experimental
results on several datasets from the UCI
Repository of machine learning databases [2]
including glass, satimage, segment, shuttle,
vowel, soybean, letter and isolet (seec Table 1).
These datasets are different in the number of
classes, the number of dimensions, and sizes. For
the glass and segment problems, there is no
provided test data so we used 5-fold cross
validation. For the soybean problem, we
discarded the last four classes because of missing
values.

Table 1: Description of the datasets used in
the experiments

Dataset #tr;::;ng f;t:tsat #class | #dimension
Glass 214 | S5-fold 6 9
Satimage 4,435 2,000 6 36
Segment 2,310 | 5-fold 1 18
Shuttle 43,500 [ 14,500 7 9
Vowel 528 462 1l 10
Soybean 250 340 15 35
Letter 15,963 4,037 26 16
Isolet 6,238 1,559 26 617

In these experiments we scaled both training
data and test data to be in {-1,}] and employed
Polynomial and RBF kernels. In the experiments,
we compare three algorithms, i.e., the DDAG, the
original ADAG, the RADAG, and the Max Wins
algorithm. For the ADAG, we examined all
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possible sequences for datasets having not more
than 7 classes, whereas we randomly selected
50,000 sequences for datasets having more than
7 classes. Table 2 and 3 present the results of the
comparison of these methods for Polynomial and
RBF kernels, respectively. We present the
optimal parameters (¢ and ¢ in Equations (11)
and (12)) of the kernels and the corresponding
accuracies., The best accuracy among three
methods is illustrated in bold-face. ***, ** and *
in the tables means 99%, 95%, and 90%
confidence interval for estimating the difference
between accuracies of three algorithms and the
RADAG using a one-tailed paired t-test.

The results show that our method yields
highest accuracy in almost all of datasets. The
results also show that our method performs
statistically significantly better than the other
methods in the glass problem in case of the RBF
kernel and significantly better than the DDAG in
the segment and letter problems in case of the
Polynomial kernel. Another advantage of our
method compared to the DDAG and the original
ADAG is that cur method always provides one
best accuracy for each dataset using the
reordering algorithm, whereas, depending on the
sequence of classes, the DDAG and the original
ADAG may give low accuracies. This shows the
effectiveness of the RADAG.

Table 4 and 5 present the comparison of the
computational time between the RADAG and the
Max Wins for Polynomial and RBF kernels by
using a 400 MHz Pentium 1 processor. There is
no computational time of the glass dataset
because it has too few test examples to measure
the time. The results show that our method
requires low computational time in all datasets,

especially when the number of classes and/or the
number of dimensions are relatively large. For a
k class problem, the Max Wins requires &(k-1)/2
classifiers for the classification whereas the
RADAG requires only k-1 classifiers. Hence the
larger the number of classes the more running
time the Max Wins requires than the RADAG.
Moreover, the number of dimensions affects the
running time of each classifier. For the RADAG,
the number of classes affects the running time for
reordering. However, it takes little time even
when there are many classes.

5 Conclusion

In this paper, we have presented a new
approach  for multiclass SVMs, called
Reordering Adaptive Directed Acyclic Graph
(RADAG), which is the modification of the
original ADAG. Our approach eliminates the
dependency of the sequence of binary classifiers
in nodes in the original ADAG by selecting an
appropriate sequence from all possible sequences
which consists of classifiers with small
generalization errorr By the wuse of
minimum-weight perfect matching, the RADAG
can reorder the sequence in polynomial time. The
experimental results show that our new approach
yields higher accuracy than the original ADAG
and even Max Wins which is probably the
currently most accurate method for multiclass
SVMs. Moreover the running time used by the
RADAG is less than Max Wins, especially when
the number of classes and/or the number of
dimensions are relatively large. Our future work
is to test the method on datasets with a very large
number of classes and dimensions.

Table 2: A comparison of the accuracy of classification using the Polynomial kernel

Dataset d DDAG d ADAG d Max Wins d RADAG
Glass 2 71.069 2 71.135 2 71.078 2 71.063
Satimage 6 88.408%**) ¢ 88.430 6 88.453 6 88.900
Segment 6 56.538 8 §7.408 8 97.379 8 97.489
Shuitle 8 99.924 8 99,924 8 99.924 8 99,924
Vowel 3 64.237 3 64293 3 64.329 2 64.502
Soybean 5 90.400 5 90.446 3 90471 3 91.176
Letter 3 95.508* 3 95984 3 96.125 4 96.111
Isolet 3 97.032 3 57.030 3 97.040 3 97.049
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RADAG Max Wins
Dataset c Classifying | Reordering Total Classifying
(seconds) | (seconds) (seconds) (seconds)
Satimage 3.0 11.75 0.51 12.26 37.13
Segment 0.7 0.24 0.10 0.34 0.82
Shuttle 3.0 3.36 0.63 399 9.27
Vowel 0.2 0.10 0.27 0.37 0.61
Soybean 0.07 0.32 0.45 0.77 2,20
Letter 3.0 62.27 3.69 63.96 802.85
Isolet 0.01 100.42 1.60 102.02 1,369.11
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Abstract

The problem of extending binary support vector
machines (SVMs) for multiclass classification is still an
ongoing research issue. Ussivakul and Kijsirikul proposed
the Adaptive Directed Acyclic Graph (ADAG) approach
that provides accuracy comparable to that of the standard
Hgorithm—Meoax Wins and requires low computation.
However, different sequences of nodes in the ADAG may
wovide different aceuracy. In this paper we present a new
nethod for multiclass classification, Reordering Adaptive
directed Acyclic Graph (RADAG), which is the
nodification of the original ADAG method. We propose an
dgorithm to choose am optimal seguence of binary
lassifiers in nodes in the ADAG by considering the
eneralization ervor bounds of all classifiers. We apply
unimum-weight perfect matching with the reordering
Igorithm in order to select the best sequence of nodes in
olynomial time. We then compare the performance of our
tethod with previous methods including the ADAG and
16 Max Wins algorithm. Experiments denote that our
iethod gives higher accuracy. Moreover it runs faster
wan Max Wins, especially when the number of classes
ad/or the number of dimensions are relatively large.

ey words: Multiclass Support Vector Machines,
ADAG
Introduction

Support vector machines (SVMs) were primarily
signed for two-class classification problems with its
tstanding performance in real world applications.
ywever, extending SVMs for multiclass classification is
Il an ongoing research issue. Previous methods for
lving the multiclass problem of SVMs are typically to
usider the problem as the combination of two-class
cision functions, e.g. one-against-one and one-against-
-rest [5].

Friedman [4] suggested the Max Wins algorithm in
ich each one-against-one classifier casts one vote for its
ferred class, and the final result is the class with the
ist votes. The Max Wins algonthm offers faster training
le compared to the one-against-the-rest method. The
cision Directed Acyclic Graph (DDAG) method

proposed by Platt et al. reduces training and evaluation
time, while maintaining accuracy compared to the Max
Wins [6]. The comparison experiments in several methods
on large problems in [3] show that the Max Wing
algorithm and the DDAG may be more suitable for
practical use. Ussivakul and Kijsirikul (7] proposed the
Adaptive Directed Acyclic Graph (ADAG) method which
is the modification of the DDAG. This method reduces the
dependency of the sequence of binary classifiers in nodes
m the structure as well as lowers the number of tests
required to evaluate for the correct class. Their approach
yields higher accuracy and reliability of classification,
especially in such a case that the number of classes is
relatively large.

In this paper we reveal that the ADAG still has the
dependency on the sequence of s nodes, although it is
less dependent on the order of binary classes in the ~
sequence than the DDAG; there are still differences in
accuracy between different sequences. This led to the
reliability of the algorithm. Here we propose a novel
method that improves reliability by choosing an optimal
sequence, which has less chance to predict the wrong
class, and dynamically reordering the sequence during
classification process according to each test data. We also
reveal that the problem of selecting the appropriate

sequence can be solved by minimum-weight perfect
matching.

This paper is organized as follows. In the next section,
we review SVMs and the formulation to solve multiclass
problermss, i.e., the DDAG and the ADAG. In Section 3, we
introduce the modification of the ADAG to improve the
performance by using the reordering algorithm with
minmum-weigh  perfect matching. The numerical
experiments are illustrated in Section 4. Finally, the
conclusions are given in Section 5,

2. SVM classification

This section describes the basic idea of SVMs [7] and
the formulation to solve multiclass problems.

2.1. Support vector machines
The main idea of support wvector machine

classification is to construct a hyperplane to separate the
two classes.
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2.1.1. Lirear support vector machines

Suppose we have a data set D of / samples in an »-
dimensional space belonging to two different classes (+1
and -1):

D= {(x}c'yk)l kefl.,ilx, eR", y, el L_l}}'(“

The hyperplane in the » dimensional space is
determined by the pair (w,b) where w is an n-dimensional
vector orthogonal to the hyperplane and & is the coffset
constant. The hyperplane (w-x)+b separates the data if and
only if

(wx)+b>0 if yp=+1
(w-x)+b<0 i y=-1 3
If we additionally require that w and & be such that the

point closest to the hyperplane has a distance of 1/|w], then
we have

(w-x)+bz1 if p=+1

(w-x)+b<-1 if y=-1 (3)
which is equivalent to

pllw-x)+86]21 Vi (4)

To find the optimal separating hyperplane, we have to
find the hyperplane that maximizes the minimum distance
between the hyperplane and any sample of training data.
The distance between two closest samples from different
classes is

(w-x,.)+b_(5)

d(w,b)= min M" max
v W

byt |w]

From (3), we can see that the appropriate minimum and
maximum values are +1. Therefore, we need to maximize

d(w,b)=—‘;—$;=—. (6)

Thus, the problem is equivalent to:
*  minimize |[w*/2
=  subject to the constraints

() plw-x,)+b]21 Vi

For non-separable case, the training data cannot be
separated by a hyperplane without error. The previous
constraints then must be modified. A penalty term
consisting of the sum of deviations & from the boundary is
added to the minimization problem. Now, the problem is
1o

2
" minimize @. + ci 3
i=l

*  subject to the constraints
(1) yllw-x)+6]21-&,
(2) & 20 vi

The penalty term for misclassifying training sarnples is
weighted by a constant C. Selecting a large value of C puts
a high price on deviations and increases computation by
effecting a more exhaustive search for ways to minimize
the number of misclassified samples.

By forming the Lagrangian and solving the dua]
problem, this problem can be translated into:

] minimize
! i
I
L(w’b’a)=2ai_Ezaiajylyj(xi'xj) (7)
1=1 £j=1

= subject to the constraints:
(1} 05 a<C, Vi

'
@) Za, »=0
=

where ¢; are called Lagrange multipliers. There is one
Lagrange multiplier for each training sample. In the
solution, those samples for which ¢ > 0 are called support
vectors, and are ones such that the equality in {4) holds.
All other training samples having o, = 0 could be removed
from the training set without affecting the final
hyperplane.

Let o, ap /-dimensional vector denote the minimum
of L(w,b,0). If &’> 0 then x; is a support vector. The
optimal separating hyperplane (w°, 5% can be written in
terms of &° and the training data, specifically in terms of
the support vectors:

:

w' = Za:})ﬁxs = ZaPeri- ®)
i=l Suppott vectors

b= 1-w"x, forx; withy;=1 and 0 < & < C. {%)

Ths opttmal separating hyperplane classifies points
according to the sign of f{x),

fx)= sign(w° "X+ b°)

=sign[ Dalyx, x| (10
suport vedors

Support vector x; with 0:,-0= C may or may not be
misclassified. All other x;’s are correctly classified.
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2.1.2. Non-linear support vector machines

The above algorithm is limited to linear separating
hyperplanes. SVMs get around this problem by mapping
the sample points into a higher dimensional space using a
non-linear mapping chosen irt advance. This is, we choose
amap ¢ : %"+ H whers the dimensionality of H is greater
than . We then seek a separating hyperplane in the higher
dimensional space; this is equivalent to a non-linear
separating surface in "

The data only ever appears in our training problem (7)
in the form of dot products, so in the higher dimensional
space we are only dealing with the data in the form
O(x;}P(x;). If the dimensionality of H is very large, then
this could be difficult, or very computationally expensive.
However, if we have a kernel function such that 4(x;x;) =
O(x)®(x;), then we can use this in place of XxyX;
evérywhere in the optimization problem, and never need to
know explicitly what @ is. Some widely used kernels are:

Polynomial degree 4: kp,y) = |x i lld (1)
Radial basis function: kfx,y) = elel J (12)

2.2. DDAG

Platt et al. [6] presented a learning architecture, the
Decision Directed Acyclic Graph (DDAG), which is used
to combine many two-class classifiers into a multiclass
classifier. For a k-class problem, its training phase is the
same as the one-against-one method by solving k(k-1)/2
binary SVMs, one for each pair of classes. However, in the
testing phase, it uses a rooted binary directed acyclic graph
which has k(%-1)/2 internal nodes and k leaves (see Figure
1). Each node is a binary SVM of the # and j* classes.
Given a test sample x, starting at the root node, the binary
decision function is evaluated. Then it moves to either left
or right depending on the output value. Therefore, we go
through a path before reaching a leaf node which indicates
the predicted class.

not 3

Figure 1. The DDAG finding the best class out of
four classes

There are some issues on the DDAG as pointed out by
[7]. First, it gives outputs whose probabilities are not
unifermly distributed, and thus its output depends on the
sequence of binary classifiers in nodes, affecting reliability/
of the algorithm. In addition, the correct class placed in a
node near the root node is clearly at disadvantage by
comparison with the correct class near leaf nodes since it
is exposed to higher risk of being incorrectly rejected.
Second, the number of node evaluations for the correct
class is unnecessary high. This results in higher
cumulative error and lower the accuracy. The depth of the
DDAG is k-1 and this means that the number of times the
correct class has to be tested against other classes, on
average, scales linearly with £.

2.3. ADAG

Ussivakul and Kijsirikul [7] proposed an approach to
alleviate the problem of the DDAG structure described
above. An Adaptive DAG (ADAG) is a DAG with a
reversed triangular structure. For a k-class problem, its
training phase is the same as the DDAG method by
solving k(k-1)/2 binary SVMs, one for each pair of classes.
However, in the testing phase, the nodes are arranged in a
reversed triangle with &2 nodes (rounded up) at the top,
%/2* nodes in the second layer and so on until the lowest
layer of a final node. It has %-1 internal nodes, each of
which is labeled with an element of Boolean function (see
Figure 2). Given a test example x, starting at the top level,
the binary decision function is evaluated. The node is then
exited via the outgoing edge with a message of the
preferred class. In each round, the number of candidate
classes is reduced by half. Based on the preferred classes
from its parent nodes, the binary function of the next-level
node is chosen. The reduction process continues until
reaching the final node at the lowest level. The value of
the decision function is the value associated with the
message from the final leaf node. Like the DDAG, the
ADAG requires only k-1 decision nodes to be evaluated in
order to derive an answer. Note that the correct class is
evaluated against other classes for logyk times or less,
considerably lower than the number of evaluations
required by the DDAG, which scales linearly with k.

Adaptive Layer A

Blvs B2 Adsptive Layer B

Output Layer

Figure 2. The structure of an Adaptive DAG for
an 8-class problem
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2.1.2. Non-linear support vector machines

The above algorithm is limited to linear separating
hyperplanes. SVMs get around this problem by mapping
the sample points info a higher dimensional space using a
non-linear mapping chosen in advance. This is, we choose
a map &:%”— H where the dimensionality of H is greater
than #. We then seck a separating hyperplane in the higher
dimensional space; this is equivalent to a non-linear
separating surface in R”.

The data only ever appears in our training problem (7)
in the form of dot products, so in the higher dimensional
space we are only dealing with the data in the form
O{x;)-O(x). If the dimensionality of H is very large, then
this could be difficult, or very computationally expensive.
However, if we have a kernel function such that k(x,,x;) =
O(x)-D(x;), then we can use this in place of x;x;
everywhere in the optimization problem, and never need to
kmow explicitly what & is. Some widely used kernels are:

Polynomial degree d: k(x,y) = Ix g+ lld (11}

2
Radial basis function: k(x,y)= T e (12)

2,2. DDAG

Platt et al. [6] presented a learning architecture, the
Decision Directed Acyclic Graph {DDAG), which is used
to combine many two-class classifiers into a multiclass
classifier. For a k-class problem, its training phase is the
same as the one-against-one method by solving A(k-1)/2
binary SVMs, one for each pair of classes. However, in the
testing phase, it uses a rooted binary directed acyclic graph
which has A(k-1)/2 internal nodes and k leaves (see Figure
1). Each node is a binary SVM of the i and j* classes.
Given a test sample x, starting at the root node, the binary
decision function is evaluated. Then it moves to either left
or right depending on the output value. Therefore, we go
through a path before reaching a leaf node which indicates
the predicted class.

Figure 1. The DDAG finding the best class out of
four classes

There are some issues on the DDAG as pointed out by
[7]. First, it gives outputs whose probabilities are not
uniformly distributed, and thus its output depends on the
sequence of binary classifiers in nodes, affecting reliability’
of the algorithm. In addition, the correct class placed in a
node near the root node is clearly at disadvantage by
comparison with the correct class near leaf nodes since it
is exposed to higher risk of being incorrectly rejected.
Second, the number of node evaluations for the correct
class is unnecessary high. This results in higher
cumulative error and lower the accuracy. The depth of the
DDAG is k-1 and this means that the number of times the
correct class has to be tested against other classes, on
average, scales linearly with k.

2.3. ADAG

Ussivakul and Kijsirikul [7] proposed an approach to
alleviate the problem of the DDAG structure described
above. An Adaptive DAG (ADAG) is a DAG with a
reversed triangular structure. For a k-class problem, its
training phase is the same as the DDAG method by
solving k(k-1)/2 binary SVMs, one for each pair of classes.
However, in the testing phase, the nodes are arranged in a
reversed triangle with %/2 nodes (rounded up) at the top,
#/2* nodes in the second layer and so on until the lowest
layer of a final node. It has k-1 internal nodes, each of
which is labeled with an element of Boolean function (see
Figure 2). Given a test example x, starting at the top level,
the binary decision function is evaluated. The node is then
exited via the outgoing edge with a message of the
preferred class. In each round, the number of candidate
classes is reduced by half. Based on the preferred classes
from its parent nodes, the binary function of the next-level
node is chosen. The reduction process continues until
reaching the final node at the lowest level. The value of
the decision function is the value associated with the
message from the final leaf node. Like the DDAG, the
ADAG requires only k-1 decision nodes to be evaluated in
order to derive an answer. Note that the correct class is
evaluated against other classes for logyk times or less,
considerably lower than the number of evaluations
required by the DDAG, which scales linearly with k.

AE a2 A3 A4
@ @ Adaptive Layer A
BT B2
Bl vsB2 Adaptive Layer B
Output Layer

Figure 2. The structure of an Adaptive DAG for
an 8-class problem
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Using the reversed triangular structure, the ADAG
reduces the number of times the correct class is tested
against other classes, and thus reduces the cumulative
errors. However, there are still differences in accuracy
between different sequences of nodes. Next we will
describe our method that improves the ADAG by finding a
best sequence of nodes.

3. The proposed method

In this section, we introduce the modification of the
ADAG to improve the performance of the original ADAG.
This approach determines a best sequence of nodes in the
ADAG by dynamically reordering the sequence during
classification process according to each test data.

3.1. Generalization Performance
Vector Machines
. Generalization analysis of pattern classifiers is
concerned with determining the factors that affect the
accuracy of a pattern classifier [1]. Generalization
performance of Support Vector Machines can be
approximated by bounding on the generalization error.

of Support

Define the class F of real-valued functions on the ball .

of radius R in N" asF={x+—>w-x:||w||£1,||x||$R}. There

is a constant ¢ such that, for all probability distributions,
with probability at least 1-4 over m independently
generated examples z, if a classifier A =sgn( ! )e sgn(F )

has margin at least y on all the examples in z, then the
error of / is no more than

< R2 2 1
—| —lo +log| — ||
m{rz & 8[5]]

Furthermore, with probability at least 1-8, every classifier
hesgn(F) has error no more than

k le(RY I
=-}—| —log’ ™+ lag —
m ml y 'y

where & is the number of labeled examples im z with
margin less than y.

(13)

(14)

Below we show an example of the generalization error
of classifier. The experiment is based on the English letter
image recognition dataset from [2], which has 26 classes.
Hence there are 323 classifiers. In this case, the dataset is
trained by using the Polymomial kemel of degree 3. In
Figure 3, the generalization errors of all classifiers
expressed by Equation (14) are depicted. The
generaiization errors of all classifiers are varying.

!_Ucucrniizarion Error |
| 400

300 +————

200 —

100

Classifier No.

Figure 3. The generalization errors of 325 classifiers

ol ol e

Initializing the sequence

Initjalize phase

NS

‘ Reordering the sequcnce

A4

Classifyi.ng a new example

Classifying &
Al vs A3 A2 vs Ad Reordering phase
Bl B2
<«— Final classifier
Qutput phase

Output class

Figure 4. Classifying process of the RADAG

3.2, Reordering ADAG

We propose a method, called Reordering Adaptive
Directed Acyclic Graph (RADAG), improvg the
accuracy of the original ADAG. For a k-class problem, the
RADAG’s training phase is the same as the ADAG
method by solving k(k-1)/2 binary SVMs. However, the
testing phase is organized as follows. The differences are
the initialization of the binary classifiers in the top level
and the order of sequence in each level (see Figure 4). In
the first step, we use a reordering algorithm with
minimum-weight perfect matching described in the next
subsection to choose the optimal sequence to be the initial
sequence. We use the sequence to evaluate every test
example. In the second step, as in the ADAG, test points
of the RADAG are evaluated against the decision nodes.
In the third step, unlike the ADAG, the RADAG will
reorder the sequence before processing in the next level by
using the reordering algorithm with minimum-weight
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::previous level. The second and the third steps are repeated
¢ wntil there is only one class remains.

. Reordering algorithm

t  For the reason descrived above, we consider the
“generalization errors in order to choose the optimal
=:gequence from all possible sequences with less chance to
predict the wrong class. Among classifiers, &2 classifiers
‘'which have small generalization errors will be considered

90 be used in data classification.

_ Let G=(V, E) be a graph with node set ¥ and edge set
, E Each node in G denotes one class and each edge
i denotes one binary classifier which has a generalization
error expressed by Equation (14) (see Figure 5(a)). The
‘output of the reordering algonthm for graph G is a subset
edges with the minimum sum of generalization errors of
edges and each node in G is met by exactly one edge in

subset (see Figure 5(b)). Given a real weight ¢, being
generalization error for each edge e of G, the problem of
teordering algorithm can be solved by the minimum
- weight perfect matching that finds a perfect matching M of
¢ minimum weight Z(c, : ¢ € M).

For U g ¥, let E(U) = {(i,):(if)eE, ieU, jeU}. E(U)
B is the set of chosen classifiers. Let &i) denote the set of
fiedges incident to node #; the set of classifiers with one
‘elass being i. The perfect matchings on a graph G = (V, E)
: with }¥] even is given by

%,
x,

i"{a) xeRT

“* ®) Zx, =] forveV

L eed(y)

£ U] ;

v {©) Z x < [TJ foralloddsets U — ¥ with |U| 2 3

L esED)

= or by (a),(b) and

() ) x 21 foralloddsetsU c ¥ with |23 (16)
red(U)

whﬂe |E] = m, the number of classifiers, and x, = | means
¢ that classifier ¢ is chosen to be used in the sequence.
" Therefore, the reordering problem is to solve the following

% min Zcexe

ecE

(17}

ﬁ where x satisfies “(a),(b) and (¢)” or “(a),(b) and (d)".

£
il

7 Currently, the minimum-weight perfect matching
i algorithm runs in time bounded by O(n(m + n log n)) [3],
% where n is the number of nodes (classes) in the graph and
¥ m is the number of edges (binary classifiers). Hence the
- reordering algorithm can reorder the sequence in that
. polynomial time.

Figure 5. (a) A graph for an 8-class problem.
(b} An example of the output of the reordering algorithm.

4. Numerical experiments

In this section, we present experimental results on
several datasets from the UCI Repository of machine
learning databases [2] including glass, satimage, segment,
shuttle, vowel, soybean, letter and isolet (see Table 1).
These datasets are different in the number of classes, the
number of dimensions, and sizes. For the glass and
segment problems, there is no test data so we used 5-fold
cross validation. For the soybean problem, we discarded
the last four classes because of missing values.

Table 1. Description of the datasets used in the

experiments

Dataset #raining data | #test data #class | #dimension
Glass 214 5-foid 6 9
Satimage 4,435 2,000 6 36
Segment 2,310 5-fold 7 18
Shuttle 43,500 14,500 7 9
Vowel 528 462 11 10
Soybean 290 340 15 35
Letter 15,963 4,037 26 i6
Isolet 6,238 1,559 26 617

In these experiments we scaled both training data and
test data to be in [-1,1] and employed Polypomial and RBF
kernels. In the experiments, we compare three algorithms,
i.e., the original ADAG, the RADAG, and the Max Wins
algorithm. For the ADAG, we examined all possible
sequences for datasets having not more than 7 classes,
whereas we randomly selected 50,000 sequences for
datasets having more than 7 classes. Table 2 and 3 present
the results of comparing these methods for Polynomial and
RBF kemels, tespectively. We present the optimal °
parameters {4 and ¢ in Equations {11) and (12)) of the
kernels and the corresponding accuracies. The best
accuracy among three methods is illustrated in bold-face.

The results show that our method yields highest
accuracy in almost all of datasets. Another advantage of
our method compared to the DDAG and the original
ADAG is that our method always provides one best
accuracy for each dataset using the reordering algorithm,
whereas, depending on the sequence of classes, the DDAG
and the original ADAG may give low accuracies. This
shows the effectiveness of the RADAG.
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periect matching. This sequence differs for each test
example, and it depends on the results of nedes from the
previous level. The second and the third steps are repeated
iritil there is only one class remains.

3.3. Reordering algorithm

For the reasom descrived above, we consider the
generalization errors in order to choose the optimal
seguence from all possible sequences with less chance to
predict the wrong class. Among classifiers, 4/2 classifiers
which have small generalization errors will be considered
to be used in data classification.

Let G=(V, E) be a graph with node set  and edge set
E. Each node in G denotes one class and each edge
denotes one binary classifier which has a generalization
error expressed by Equation (14) (see Figure 5(a)). The
autput of the reordering algorithm for graph G is a subset
of edges with the minimum sum of generalization errors of
all edges and each node in G is et by exactly one edge in
the subset (see Figure 5(b)). Given a real wéight ¢, being
generalization error for each edge ¢ of G, the problem of
reordering algeorithm can be solved by the minimum
weight perfect matching that finds a perfect matching M of
minimum weight Z(c, : ¢ € M).

For U < V, let E(U) = {(i,)):(i)eE, ieU, jeU}. E(U)
1¢ the set of chosen classifiers. Let &i) denote the set of
edges incident to node 7 the set of classifiers with one
class being i. The perfect matchings on a graph G = (¥, E)
with [F] even s given by

(® xeR/
) ) 5, =1 forveV
ecd{v)

() Z x, s['%—'} foralloddsets U/ < ¥ with|U] 2 3

seEll)

ar by (a),(b) and

(@) er >1 for all odd sets U < V with [U] 2 3
ees (U}

where |£] = m, the number of classifiers, and x, = 1 means

that classifier e is chosen to be used in the sequence.

Therefore, the reordering problem is to solve the following

linear program:

min Zcexe

ecE

(16)

a7

where x satisfies “{a),(b) and (¢)” or *“(a),(b) and {d)”.

Currently, the minimum-weight perfect matching
algorithra runs in time bounded by O(a{m + n log n)) [3],
whiere n is the number of nodes (classes) in the graph and
m is the number of edges (binary classifiers). Hence the
teordering algorithm can reorder the sequence in that
potynomial time.

Figure 5. (a) A graph for an §-class problem.
(b) An example of the output of the reordering algorithm.

4. Numerical experiments

In this section, we present experimental results on
several datasets from the UCI Repository of machine
learning databases [2] including glass, satimage, segment,
shuttle, vowel, soybean, letter and isolet (see Table 1).
These datasets are different in the number of classes, the
number of dimensions, and sizes. For the glass and
segment problems, there is no test data so we used 5-fold
cross validation. For the soybean problem, we discarded
the last four classes because of missing values.

Table 1. Description of the datasets used in the

experiments

Dataset #oaining data | #iess data #class | #dumension
Glass 214 5-fold 6 9
Satimage 4,435 2,000 6 36
Segment 2,310 5-foid 7 18
Shuttle 43,500 14,500 7 9
Vowel 528 462 11 19
Soybean 290 340 15 35
Letier 15,963 4,037 26 16
| Isolet 6,238 1,559 26 617

In these experiments we scaled both training data and
test data to be in [-1,1] and employed Polypomial and RBF
kernels. In the experiments, we compare three algorithms,
i.e., the original ADAG, the RADAG, and the Max Wins
algorithm. For the ADAG, we examined all possible
sequences for datasets having not more than 7 classes,
whereas we randomly selected 50,000 sequences for
datasets having more than 7 classes. Table 2 and 3 present
the results of comparing these methods for Polynomial and
RBF kemnels, respectively. We present the optimal -
parameters (d and ¢ in Equations (11) and (12)) of the
kernels and the corresponding accuracies. The best
accutacy among three methods is illustrated in bold-face.

The results show that our method yields highest
accuracy in almost all of datasets. Another advantage of
ow method compared to the DDAG and the original
ADAG is that our method always provides one best
accuracy for each dataset using the reordering algorithm,
whereas, depending on the sequence of classes, the DDAG
and the original ADAG may give low accuracies. This
shows the effectiveness of the RADAG.
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Table 2. A comparison of the accuracy of classification
using the Polynomial kernel

Damset | & ADAG | 4 MamxWim| 4 RADAG
Glass 2 71135 | 2 71078 | 2 71.063
Satimage | 6 88430 | 6 88453 | 6  88.900
Segment | 8 97408 | 8 97379 | 8  97.489
Shuttle 8 99924 | 8 99924 | 8  99.924
Vowel 3 64293 | 3 64329 | 2 64.502
Soybean 5 90.446 3 90.471 3 91.176
Letter 3 95984 | 3 96125 | 4 96111
Tsolet 397030 | 3 97040 | 3 97.049

Table 3. A comparison of the accuracy of classification

using the RBF kermnel
Dataset | ¢  ADAG | ¢ MaxWins| ¢ RADAG |
Glass 0.08 72,759 |0.09 73.238 |0.09 74.319
Satimage (3.0 91.968 (3.0 91.984 (3.0 91.950
Segment 0.7 971282 (0.7 97.298 |0.7 97.273
Shuttle 3.0 99.897 (3.0 99.897 |3.0 99.897
Vowel 02 65.589 0.2 65.340 (0.2 67.100
Soybean 0.08 90.412 |0.08 90.468 |0.07 90.882
Letter 3.0 97909 3.0 97918 (3.0 97.969
Isolet .01 $6.932 (0.0 96916 |0.01 * 96.985

Table 4. A comparison of the computational time using

the Polynomial kernel

RADAG Max Wins

Dataset | d | Classifying | Reordering Total Classifying
_(seconds) | (seconds) | (seconds) | (seconds
Satimage | 6 1.90 0.50 2.40 9.47
Segment . [ 8§ 0.11 0.08 0.19 0.41
Shuttle 8 1.75 3.38 5.13 5.15
Vowel 2 0.12 0.25 0.37 0.61
| Soybean | 3 0.30 0.25 0.55 1.86
Letter 4 B.48 4.20 12.68 125.58
Isolet 3 116.02 1.48 117.50 1671.98

Table 5. A comparison of the computational time using

the RBF kernel
[ RADAG Max Wins
Dataset c Classifying | Reordering Total Classifying
_(seconds) (seconds) (seconds) (seconds)
Sati e | 3.0 11.75 0.51 12.26 37.13
Se; t | 0.7 0.24 0.10 0.34 0.82
Shuttle 3.0 3.36 0.63 3.99 9.27
Vowel 0.2 0.10 0.27 0.37 0.61
‘Soybean | 047 0.32 0.45 0.77 2.20
Letter 3.0 62.27 3.69 65.96 802.85
Isolet o0l 100.42 1.60 102.02 1365.11

Table 4 and 5 present the comparison of the
computational time between the RADAG and the Max
Wins for Polynomial and RBF kernels by using a 400
MHz Pentium H processor. There is no computational time
of the glass dataset because it has too little test examples
to measure the time. The results show that our method
requires low computational time in all datasets, especially
when the number of classes and/or the number of
dimensions are relatively large. For a & class problem, the
Max Wins requires Kk(k-1)2 classifiers for the
classification whereas the RADAG requires only #-1
classifiers. Hence the larger the number of classes the

moere running time the Max Wins requires than the
RADAG. Moreover, the number of dimensions affects the
running time of each classifier. For the RADAG, the
number of classes affects the ninning time for reordering,
However, it takes a little time even when there are many
classes.

5. Conclusions

In this paper, we have presented a new approach for
multiclass SVMs, called Reordering Adaptive Directed
Acyclic Graph (RADAG), which is the modification of the
original ADAG. Our approach eliminates the dependency
of the sequence of binary classifiers in nodes in the
original ADAG by selecting an appropriate sequence from
all possible sequences which consists of classifiers with
small generalization error. By the use of minimum-weight
perfect matching, the RADAG can reorder the sequence in
polynomial time. The experimental results show that our
new approach yields higher accuracy than the original
ADAG and even Max Wins which is probably the
currently most accurate method for multiclass SVMs.
Moreover the running time used by the RADAG is less
than Max Wins, especially when the number of classes
and/or the number of dimensions are relatively large. Our
future work is to test the method on datasets with a very
large number of classes and dimensions.
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A NEW FRAMEWORK FOR LEARNING FIRST-ORDER REPRESENTATION

Thanupol Leardlumnouchai' and Boonserm Kijsirikul‘

ABSTRACT: First-order logic rules are one of the most expressive and human readable
representations for learning a hypothesis in form of a set of production rules (if-then rules). However,
the first-order rules can be learned only by Inductive Logic Programming (ILP) systems, such as
PROGOL, FOIL. Other machine learning techniques, such as Neural Networks, Bayesian Networks
and Decision Tree Leamning, cannot directly learn this kind of rules because these techniques could
not select the appropriate values to substitute in variables of the first-order rules. In this paper, we
propose the method that makes use of Multiple-Instance Learning (MIL) as a new framework for
learning first-order representation. MIL is employed for determining the appropriate values for the
substitution. Experimental results show that the proposed method effectively learns first-order
representation and is comparable to ILP systems.

KEYWORDS: Inductive Logic Programming, First-Order Logic, Multiple-Instance Learning
1. INTRODUCTION

Knowledge based learning is one technique of machine learning (Mitchell 1997). Informally
knowledge is a set of sentences that describe known logical facts. In learning, the knowledge is
generally called background knowledge. Knowledge-based learning method receives background
knowledge and positive and negative examples as inputs and outputs a learned hypothesis represented
in form of a set of production rules (if-then rules). A prominent advantage of this representation is
human readable. Also, there are two types of logic for representing learned rules. The first one is
propositional logic which is simpler than the other one, first-order logic. Propositional rules have no
variable in their rules. o contrast, first-order rules contain variables so they are more expressive than
the propositional rules. Consider the difference between these two logical rules in Figure 1.

'ropusitional lowsic:

The propositional rule is specific enly for the first and the second persons being Jannifer and Andrew,
respectively. So it is rarely useful for unseen pairs of people. While first-order rules have variables
that make the rule much more expressive and general. However, only Inductive Logic Programming
(ILP) systems such as PROGOL (Mitchell 1997), FOIL (Mitchell 1997) can learn the first-order rules.
These first-order rule leamers have ability to select the appropriate values to substitute in variables,
while other machine learning method cannot, such as Neural Networks, Bayesian Networks and
Decision Tree Learning. Therefore the advantages of these methods, such as robustness to noise,
could not be applied in first-order rule learning to increase the efficiency in real world usage.

i Department of Computer Engineering, Chidalongkorn University, Pathwnwan, Banghkok, Thailand



In this paper, we are interested in solving this challenge. We propose the method that can use other
techniques to learn first-order rules by using a framework called Multiple-Instance Learning (MIL)
(Huang, Chen et al. 2003). MIL is employed for determining the appropriate values for the variable
substitutions. We evaluate the proposed method by learning first-order concept mother(x,y) with
Backpropagation Neural Network (BNN) on MIL framework. The results show that our technique
competently learns first-order representation.

2. FRAMEWORK

ILP is only one of machine leamning which adapts the logical concept for hypothesis learning and
represents the learned rules in first-order logic form. Other learning techniques cannot directly learn
this kind of rules because of difficulty in selecting the appropriate values to substitute in variables of
first-order rules. To illustrate this problem, consider the task of learning rules for classifying the rich
person (rich(x)). Background knowledge, the positive and negative examples are given as follow.

Fig re 2.

From these inputs, the ILP system could provide the learned rule as: rich(x):- genius(x), diligent(x).
The meaning of the above rule is if x is genius and diligent, then x will be a rich person. For
comparing to ILP, we use the BNN as the representative of indirectly learning methods. BNN also
learns the rich concept with the same inputs as [LP. First, we create the initial network that is
equivalent to the background knowledge, The network has 3 input nodes, in this case. We then assign
some small random value to initialize each weight. The network constructed from the background
knowledge is shown in Figure 3.

rich(x)

genius(x)  diligent(x) strong(x)
Figure 3. The constructed network.

Next, we feed an example to the network one by one. The input value for an input unit will be 1 if the
literal of that unit is true in background knowledge when variables of the literal are substituted to
some constants. Otherwise the input value for that unit is 0. For instance, if the fed example is
rich(Alan), then the value for each unit is 1, 1 and 0, respectively. Because literals genius{dlan) and
diligentfAlan) are true in background knowledge, while strong(Alan) is not true. The target value for
the output unit is 1 because rich{Alan) is a positive example. The target output is O in case of negative
examples. Then we apply the Backpropagation algorithm to adjust the network weights to fit training
examples. After training, the weight values of gemius(x) and diligent(x) units are higher than the
strong(x) unit. This is because the two previous literals are more significant than literal strong(x) and
this is comparable to the induced rule from ILP.

However, when inputs are relational examples and background knowledge, neural network cannot
easily learn as the previous example. As there are many constants that can be mapped to relational
variables, the correct inputs for the neural network cannot be easily determined. Consider the
following example.



Flgure 4, Inputs that contain relational predlcate

In this example, an additional relational literal parent(Bob,Alan) is given. This literal means Bob is
Alan’s parent. The construction of the network also adds nodes parentx,)) and parent(y,x) in the
input layer, so there are 5 input nodes in this case. When we feed positive example rich(4lan) to the
network, the first three nodes which are genius(x), diligent(x) and strong(x) receive 0,1 and 0 as its
input respectively. For node pareni(y,x), the variable x is replaced by Alan. But we have to determine
to which term (Alan, Bob or Chris) variable y should be replaced. If we select Bob for substitution,
the truth value for this input unit will be 1. The other substitutions will give 0 for this unit. While the
truth value for paremt(x,y) is 0 for any substitution. This learning problem may occur when
background knowledge contains relational data and the learner cannot determine the appropriate value
for the variable substitution.

To solve this problem, we use the power of Multipte-Instance Learning (MIL} to provide input data
for relational first-order rule learning. In MIL framework, the training set is composed of a set of
bags, each of which is a collection of different number of instances. A bag is labeled as a negative bag
if all the instances in it are negative. On the other hand, if a bag contains at least one positive instance
then it is labeled as a positive bag, With this concept, we define a set of training examples as {B,
B, , ... By}, where » is a number of examples including positive and negative ones. A bag is labeled
as a positive bag if an example is positive, and negative otherwise. Each bag contains m, instances
{Bii, Bia, ..., Bim} where cach is one possible binding (substitution). Therefore the appropriate value
selection would not be a problem because in one bag there are all cases of variable substitutions and
the learning algorithm are designed for this kind of MIL problem. We can use these transformed data
for learning a hypothesis. Consider an example of positive bag rich(4lan) as input data (see Table 1).

Table 1. Input data of the network for bag rich{Adlan).

Bag of example rich(Alan) genius(x) | diligent(x) ! strong(x) | parent(x,y) | parent(y.x)
Replace x by Alan, and y by Alan 0 1 0 0 0
Replace x by Alan, and y by Bob 0 1 0 0 i
Replace x by Alan, and y by Chris 0 | 0 0 0

As shown in Table 1, the bag rich(4lan) has 3 instances. Positive bag rich(Bob) and negative bag
rich(Chris) also have 3 instances as same as bag rich(Alan). For training, these 3 bags are fed to the
network one by one. The network weights are adapted by the backpropagation algorithm for MIL
(Zhou and Zhang 2002).

3. EXPERIMENT

In this section, we evaluate our proposed technique on learning first-order rules by BNN. The target
cencept that we try to learn is mother(x,y). A family relationship as shown in Figure 5 describes a set
of training examples. Additionally, four predicates which are father(x,y) husband(x,y),
grandmother(x,y) and sister(x,y} are given as background knowledge.

Christophér = Pénclope Andrew = Christine
Arthur Victoriz = James Junnifer
Ci}rlin Churljgmt

Figure 5. A family relationship where A=B means A marries B.




With these input data, we get 6 positive bags that are mother(Penelope Arthur),
mother(Penelope, Victoria), mother(Christine,James), mother(Christine,Jannifer),
mother(Victoria, Colin), and mother(Victoria,Charlotte). Each positive bag is composed of 10
instances each of which is one case of relational variable z replacement. For negative bag, we take one
person as one bag so there are 10 negative bags. Each bag has 10 cases of persons for substitution in
variable y such as mother{Christopher, Christopher). mother(Christopher, Penclope), ... and each case
contains 10 bindings. So each negative bag contains 90 instances, except for the 3 bags for Penelope,
Christine and Victoria which contain only 70 instances as some of them are already used as positive
bags. Moreover, each predicate from background knowledge is expanded to 6 literals which are for
fx.), (x.z), (v.x), (»z), (zx), and (z,y). Variable z is used for making a connection between literals. The
network must be consistent with background knowledge, so we create a network with 24 input nodes
and 1 output node. We set the number of hidden nodes to 1 node and 4 nodes for the first and second
experiments, respectively. Then we train the network for 2000 epochs by using the backpropagation
algorithm. The obtained networks are shown in Figure 6, with dark solid lines indicating the largest
positive weights, and light lines indicating negligible weights. Both networks perfectly classified all
of the training examples and the networks are almost equivalent. Furthermore from learned network
weights, the network can be mapped to a rule mother(x,y) < father(z,y), husband(z,x) (Towell and
Shavlik 1993), which is the same as the rule learned by ILP.

B

Q&\
\\
\«\\t'-"

o
’
g

/

o - K‘ 3 B \‘\:)‘\A, “]}aji.} et B S ‘.:’?:..
seesdetonns. ve e o oo
55 35 55 ai
RN 3--V-3- 1 T 5] g 22222 &%
TTTTTELRRES EaeRs
(a) (b)

Figure 6. The complete trained networks with 1 hidden node (a) and 4 hidden nodes (b).

4. CONCLUSION

This paper presents a new framework for learning first-order rules. The objective is to solve the
problem that other machine learning techniques except for ILP cannot select the appropriate values
for variable substitution. So we applied MIL to provide certain input data from first-order logic input.
The experimental results show that our proposed method is able to learn first-order representation.
The refined network can be mapped to the rule which is comparable to one obtained by ILP.
Consequently, as we can employ other techniques for learning first-order logic, the advantage of these
methods can alleviate the weakness of ILP such as sensitivity to noise.
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The Support Vector Machine (SVM) has been introduced as a technique for solving a
variety of learning and function estimation problems. The technique was originally
designed for binary classification learning with its outstanding performance. How-
ever, many real world applications involve multiclass classification. Typical SVM
solutions to N-class problems are to construct and combine several two-class classifi-
ers into an N-class classifier such as the one-against-the-rest approach (1-v-r) and the
one-against-one approach (1-v-1). The one-against-one methods solve N(N-1)/2
binary classifiers where each one is trained on data from two classes, There are differ-
ent methods for the evaluation of the correct class after all N(N-1)/2 classifiers have
been constructed. The Max Wins method takes the majority vote of a certain class as
the final output [3]. A drawback of the 1-v-1 SVMs is their inefficiency of classifying
data as the number of SVMs grows superlinearly with the number of classes. To im-
prove the efficiency in classifying data, Platt et al. [5] proposed the Decision Directed
Acyclic Graph (DDAG) with N(N-1)/2 internal nodes and N leaves. Only N-1 deci-
sion nodes will be evaluated in order to derive an answer, that is lower than N(N-1)/2
decisions required by Max Wins. To reduce the unnecessarily high number of node
evaluations for the correct class, Kijsirikul, et al. [4] proposed the Adaptive Directed
Acyclic Graph (ADAG) method, which is a modification of the DDAG. Like the
DDAG, the ADAG requires N—1 decisions in order to derive an answer. However,
using the reversed triangular structure reduces the number of evaluations the correct
class is tested against other classes to [log,N| times or less, which is considerably
lower than that of N-1 times required by the DDAG.

In this paper, we introduce a new method for constructing multiclass SVMs using
binary classifiers, called Balanced Dichotomization. For an N-class problem, the sys-
tem constructs N(N-1)/2 binary classifiers during its training phase like other one-
against-one methods. Among those binary hyperplanes having been constructed, the
system searches for the hyperplane at the most balanced position among all candidate
classes, called balanced dichotomization classifier that separates the data classes into
bhalf-and-half on each side. Using a balanced dichotomization classifier can thus re-
move half of the candidate classes during each evaluation for the correct class, that is
a higher number of elimination compared to other methods, such as the DDAG, the
ADAG, which eliminate only one class using an ordinary binary classifier. As a re-
sult, the technique can optimally reduce the number of decisions in order to derive an
answer to | log, V| times, rather than N-1 times in the DDAG and the ADAG.

The basic idea of the primary SVM classification is to find the optimal hyperplane
separating the two classes of data as illustrated in Figure 2 (a). The hyperplane maxi-
mizes the margin between the data in class 1 and class 2. However, the hyperplane in
¢ Figure 2 (a) is not a balanced dichotomization classifier because when considering the
i positions of all candidate classes, it is not at the most balanced position as depicted in

C. Zhang, H.W. Guesgen, W.K. Yeap (Eds.): PRICAI 2004, LNAI 3157, pp. 973-974, 2004
|- © Springer-Verlag Berlin Heidelberg 2004
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(©)

Fig. 2. (a) The optimal hyperplane for classes 1 and 2, (b) the hyperplane is not a balanced
dichotomization classifier when considering other classes, and (c) an optimal balanced hyper-

plane.

Figure 2 (b). The hyperplane shown in Figure 2 (¢) is an example of the balanced
dichotomization hyperplane. It is posed at the optimal balanced position that separates
candidate classes into half-and-half on each side.

Since Balanced Dichotomization requires considering positions of all candidate
classes to arrive at a balanced.hyperplane, there may be cases where a hyperplane in
consideration is posed in between data of certain classes. To deal with these cases,
two parameters are introduced in our approach, i.e. the optimal range of generaliza-
tion error and the optimal pruning percentage. Pruning percentage is used as the
threshold for the removal of data on either side of the hyperplane in consideration.
The strategy of pruning is to achieve the balanced dichotomization that provides the
minimum number of evaluations for the correct class while maintaining the accuracy
within the range of generalization performance [1]. If the ratio between data of a class
on one side and all data of the class is less than pruning percentage, the data on that
side will be ignored. Moreover, using the optimal range of generalization error, only
hyperplanes with the generalization error within the range will be considered.

We evaluate the performance of our method on séveral datasets from the UCI Re-
pository of machine learning databases [2]: Glass, Satimage, Segment, Shuttle,
Vowel, Soybean, Letter, and Isolet. The experimental results show that Balanced
Dichotomization runs faster and maintains accuracy comparable to Max Wins and 7
better than the ADAG and the DDAG methods. 1
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Abstract

Inductive Logic Programming (ILP) is a well
known  machine learning rechnigue in learning
concepls from relational data. Nevertheless, ILP
systems are not robust enough lo noisy or unseen data
in real world domains. Furthermore, in multi-class
problems, if the example is not malched with any
learned rules, it cannol be classified. This paper
presents a novel hybrid learning method to alleviate
this restriction by enabling Neural Networks 1o handle
Jirst-order logic programs directly. The proposed
method, called First-Order Logical Newral Network
(FOLNN), is based on feedforward neural networks
and integrates inductive learning from examples and
background knowledge. We also propose a method for
determining the appropriate variable substitution in
FOLNN learning by using Multiple-Instance Learning
(MIL). In the experiments, the proposed method has
been evafuated on two first-order learning problems,
i.e., the Finite Element Mesh Design and Mutagenesis
and compared with the state-of-the-art, the PROGOL
system. The experimental results show that ihe
proposed method performs better than PROGOL.

1. Introduction

Inductive Logic Programming (ILP) {1, 2] is only
one of machine learning techniques which adapts the
first-order logical concepts for hypothesis learning.
The advantages of ILP are the ability of employing
background knowledge and the  expressive
representation of first-order logic. However, first-order

rules Ieamed by ILP have the restriction to bandle -

imperfect data in real-world domains such as noisy
unseen data. This problem noticeably occurs especially
in  multi-class  classification. In  multi-class
classification, if an example is not covered any learned
rule, it could not be classified. The simple solution is
assigning the majority class recorded from training

0-7695-2291-2/05 $20.00 © 2005 IEEE
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examples to the unable labeled test data {3]. Also. there
is more efficient method to solve this problem by using
the concept of intelligent hybrid systems [4].

Artificial Neural Networks (ANNs) {3] claim to
avoid the restrictions of symbolic rule-based svstems
described above. Neural networks contain the ability of
processing inconsistent and noisy data. Moreover, they
compute the most reasonable output for each input.
Neural networks, because of their potential for noise
tolerance and multi-class classification. offer an
attractiveness  for  combining with  symbolic
components. Although the ability of neural networks
could alleviate the problem in symbolic rule-based
systems, ledmed hypothesis from neural networks is
not available in a form that is legible for humans.
Therefore neural networks significantly require an
interpretation by rule-based systems [4). Several works
show that the integration between robust neural
networks and symbolic knowledge representation can
improve classification accuracy such as Towell and
Shaviik’s KBANN [6], Mahoney and Mooney's
RAPTURE [7], the works proposed by Rajesh Parckh
and Vasant Honavar [8] and d’Avila Garcez et al. {9].
Nevertheless, these researches have been restricted 1o
propositional theory refinement. Some models have
been proposed for first-order theory, SHRUTI [10]
employed a model making a restricted form of
unification—actually this system only propagates
bindings—. The work proposed by Botta et al. [11]
created a network consisting of restricted form of
leaming first-order logic. Kijsirkul et al. [12]
proposed a feature generation method and a partia
maiching technique for first-order fogic but thei
method still uses an ILP system in its first-step
leaming and cannot select the appropriate values to
substitute in variables.

In this paper, we are interested in direct leaming of
first-order logic programs by neural networks, called
First-Order Logical Neural Network (FOLNN).
FOLNN is 2 neural-symbolic learning system based on
the feedforward neural network that integrates




inductive learning from examples and backgrouad
knowiedge. We also propose the method that makes
use of Multiple-instance Leaming (MIL) [13, 14} for
determining the variable substitution in our model. Qur
pmpused method has been evaluated on two standard
first-order learning datasets i.e., the Finite Element
Mesh Design [15] and Mutagenesis [16]. The results
show that the proposed method provides more accurate
result than the original ILP system.

The rest of this paper is organized as follows.
Section 2 outlines the processes of first-order learning
by FOLNN, splitting into ihree subsections. The
experimental results on firsl-order problems are shown
in Section 3. Finally the conclusions are given in
Section 4.

2. First-Order Logical Neural Network
(FOLNN)

Commonly the main reason for integrating robust
neural networks and symbaolic components is to reduce
the weakness of the rule-based system. Combining
these two lechniques together is normally known as
neural-symbolic leamning system (9], Our proposed
method, FOLNN is also this type of learning system.
FOLNN structure is based on the feedforward neural
network and can receive examples and background
knowledge in form of first-order logic programs as the
inpuis. FOLNN weight adaptation is based on the
Backpropagation (BP) algorithm [17].

The following subsections explain the FOLNN
algorithm composed of creating an initial network,
feeding examples to the network and taining the
network.

2.1. Creating an initial network

In this subsection, we present the first step of the
FOLNN algorithm, creating an initial network from
background knowledge. A three layers feedforward
network, composed of one input layer, one output layer
and one hidden layer [18], is employed for FOLNN
structure. We define the functionality of each layer as
follows.

* Input layer: Input layer is the first layer that
receives input data, computes received data, and
then transmits processed data to the hidder layer.
This layer represents the literals for describing
the target rule. The number of units in this layer
depends on the number of predicates in
background knowledge. One predicate is
represented by one uait in the input layer if that
predicate contains only arity one. Otherwise, the

number of units for a predicate equals to the
number of all possible combinaticns of variables
of that predicate.

« Hidden {ayer: This layer connecis between the
input laycr and the output layer. The hidden layer
helps thc network to leamn the complex
classification. The number of units in this layer
depends on the complication of the leamning
concept, The number of units in the hidden layer
1s determined from the experiments.

e Output layer: This layer is the last layer of the
network  producing the output  for the
classification. The target concept is represenled in
this Jayer so that the number of units in the output
layer equals 10 the number of concepls lo be
learned or the number of classes.

An initial network is created by using the above
definition. To illusirate the construction of the
network, consider the task of leaming rules for
classifying the rich person {rich(x})). Background
knowledge, the positive and negative examples are
given as follows.

As shown in Figure 1, background knowiledge
contains three predicates with arity one which are
genius(x), diligent{x) and strong(x) and one predicate
having arity two which is parent(x.y). Each predicate
of arity one is represented by one unit in the input
layer, so three units are created. Predicate parent is
represented by two input units for literals parent(x,y)
and parent(y,x). Furthermore, the cutput layer, because
of only one target concept (rich(x)), has only one unit,
Therefore in this case, the constructed network will
have five input units and one output unit. The created
network from the inputs in Figure 1 is shown in Figure
2. In addition, all network weights are mitialized to
small random numbers.

rich(x)
T8 E Y
EE & & &
2% 2 ¢ 3

Figure 2. The created network with one hidden
unit.




The completely constructed network then receives
examples for refining the network. The process for
feeding examples to the network is described in the
next subsection.

2.2. Feeding examples to the network

In general, neural networks receive inputs jn redl
value form. However, inputs of the ILP system
{background knowledge and examples) are in logical
form. So we change the logical inputs to the form that
can be learned by neural networks. The examples are
fed to the network one by one and independently
transformed to the network input for each unit. The
vzlue for each unit is defined as follows.

1

where Xj;, L;, and & are input value for input unit /
when feeding example j, literal represented by input
unit i, and variable binding with constants in example
J. respectively.

The input value for an input unit will be 1 if there
exists substitution that makes the truth value of the
literal true in background knowledge. Otherwise the
input value for that unit is ¢. In addition, the target
value for output unit is defined as follows.

1
|

where 7y; and L; are target value for output unit k£ when
feeding example j, and literal represented by output
unit k, respectively.

For instance, with the same inputs in Figure I, if the
fed example is rich{Alan) then the first three units i.e.,
genius(x), diligent(x) and strong(x), receive 0,1 and 0
as their inputs respectively, because literal
diligent{Alan) is ttue in background knowledge, while
literals genius(dlan) and strong(Alan) are false. The
target value for the output unit is 1 because richfdlan)
is a positive example. However, the input value for
literals parent(x,y) and parent(y.x) cannot be easily
determined since there are many possible constants
that can be mapped to relational variables. For unit
parent(y,x), the variable x is certainly replaced by

if L8, is true in background knowledge (1}

othenvise

if L8, is positive example
otherwise’

@)

Alan. However, it is quite ambiguous by which term
{Alan, Bob or Chris) variabie y should be replaced. If
we select Bob for substitution, the truth value for this
input unit will be 1. The other substitutions will give o
for this unit (see Table 1). The truth value for
parent(x.y) is O for any substitution. From the above
example, the input value for unit pareni(y.x) is not
certain and cannot be easily determined for network
training. This problem may occur when background
knowledge contains relational data and the leamer
cannot determine the appropriate value for the variable
substitution.

Table 1. input value of unit parent(y,x) for each
constant replacement.

Unit parent (y,x) Input value
Replace x by Alan, and y by Alan 0
Replace x by Alan, and y by Bob i
Replace x by Alan, and y by Chris 0

To solve this problem, we use the power of
Multiple-Instance Learning {MIL) to provide input
dala for our network. In MIL framework [13, 14], the
training set is composed of a set of bags, each of which
is a collection of different number of instances. A bag
is labeled as a negative bag if all the instances in it are
negative. On the other hand, if a bag contains at least
one positive instance then it is labeled as a positive
bag. With this concept, we define FOLNN iraining
data as a set of training examples {B, B:, .. B},
where 7 is the number of examples including positive
and negative ones. A bag is labeled as a positive bag if
an example is positive, and negative otherwise {in
multi-class classification, all bags are labeled as
positive of their classes). The positive bag is given 1 as
its target value and the negative bag is assigned 0, as
defined in Equation (2). Each bag contains m; instances
{Bii. By ... By where By is one possible binding
(substitution). This is a very important key because
now we can use all cases of vaniable substitutions as
one bag for learning; thercfore the appropriate value
selection would not be a problem. Consider an
example of positive bag rich(Alan) as input data (see
Table 2). :

Table 2, Transformation of examnple, rich(Alan) into input data of FOLNN

Positive bag of example rich(dlan)  genmius(x)  diligent(x})  strong(x)  pareni(x,y)  parent(vx)
Replace x by Alan, and y by Alan 0 1 0 0 .. 0

_Replace x by Alan, and y by Bob 0 I 0 . 0 1
Replace x by Alan, and y by Chris 0 1 "0 0 0
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~ As shown in Table 2, the bag rich{dlan), has 3
Cpstances each of which is one case of substitution.
iso, positive bag rich(Bob) and negative bag
\rich(Chris) have 3 instances as same as positive bag
ich(Alan). For training, these 3 bags are fed to the
“setwork one by one and the network weights are
pted by the Backpropagation (BP) algorithm for
[19] as described in the next subsection.

" 2.3. Training the network

" To train the network. training bags are fed to the
metwork for adapling netwark  weights. Weight
adaptation is based on the BP algorithm and the
Jctivation function is Sigmoid function. Suppose the
‘ietwork has p input units, o output units, and one
ljidden layer. The global error function (£) of the
network is defined as follows.

E=i5,- . &)

mthe type of the bag i as:

E= o ZE" if B=+ @)
4 3 if B;=—

max » £,
15 j5m, £

1

0 (B, =+) and (0.55 0, )1, =1
By = 0 if(B; =-)and (o, <0.5), for all k
( & O ¥ otherwise

- where

» Ey is error of output unit & on instance j in bag

- examople §

= B~+ is positive bag example

* B~- is negative bag example

* o is actual output of output unit & from bag example
i, instance j, and

® Iy is target output of output unit k from bag example /

With the defined error function above, the error BP
algorithm is simply adapted for training FOLNN. In
each training epoch, the training bags are fed to the
network one by one. Then the error £y is computed
accordmg to Equation (5). For a positive bag B, if £y
i5 0 then all the rest of instances of this bag are
: disregarded, and the weights are not changed for this
epoch. Otherwise the process continues and when all
the instance of B, are fed, £; is computed by using

Eguation (4) and the weights in the network are
changed according to the weight update rule of BP
[17]. Then the next bag for training is fed to the
network and the training process is repeated until the
number  of training iterations increases to some
predefined threshold or the global error £ in Equation
{3) is decreased to some predefined threshold. After
having been trained, the network can be used to
classify unseen data.

3. Results

In the previous section, the three steps of tearning
FOLNN algorithm were described. In this section, we
evaluate FOLNN by performing experiments on the
finite element mesh design and the mutagenesis
datasets, the well-known ILP problems. We also
compare the results obtained by FOLNN with those
cbtained by an ILP system.

3.1. Datasets

3.1.1. Finite Element Mesh Design. The dataset for
the finite element mesh design {15) consists of 5
structures and has 13 classes (13 possible number of
partitions for an edge in a structure). Additionally,
there are 278 examples each of which has the form
mesh(Edge, Number_of elements) where Edge is an
edge label (unique for each edge) and
Number_of elements indicates the number of
partitions. The background knowledge contains
relations describing the types of an edge (e.g. circuir,
short), boundary conditions (e.g. free, fixed), loadings
(e.g. not_loaded, one_side loaded) and the relations
describing the structure of the object (e.g. neighbour,
opposite). The goal of finite element mesh design is to
learn general rules describing how many elements
should be used to model each edge of a structure,

3.1.2. Mutagenesis. The dataset for the mutagenesis
[16] consists of 188 molecules, of which 125 are
mutagenic (active} and 63 are non-mutagenic
(inactive). A molecule is described by listing its atoms
as atom{AfomID, Element, Type, Charge} and the bonds
between atoms as bond(Atom I Afom2, BondType). This
wproblem is a two-class learning problem for predicting
the mutagenicity of the molecules, whether a molecule
is active or inactive in terms of mutagenicity.

3.2. Experiments

For the finite element mesh design dataset, we
create the network containing 130 units in the input




layer (determined by predicates in background
knowledge), 13 output units (as the numbex of classes)
and one hidden layer with 80 hidden units (determined
by the experiment). For the mutagenesis dataset, the
constructed network has 235 input units, 100 hidden
units and 2 output units. The weights of two networks
are randomly initialized and then adapted by using the
BP algorithm with sigmoid activation function. We
performed three-fold cross validation [20] on each
datasel. The dataset is partitioned into three roughly
equal-sized subsets with roughly same proportion of
each class as that of the original dataset. Each subset is
used as a test set once, and the remaining subsets are
used as the training set. The final result is the average
result over three-fold data. For each fold, of both
datasets, we trained FOLNN with leaming rate 0.0001
and momentum 0.97,

Table 3. The percent accuracies of FOLNN and
PROGOL on first-order datasets; FEM ~ Finite
Elernent Mesh Design, MUTA — Mutagenesis.

Dataset FOLNN PROGOL
FEM 59.18 57.80
MUTA 88.27 84.58

The average results over three-fold data on FEM
and MUTA datasets are summarized in Table 3.
PROGOL [21], the state-of-the-art ILP system, has
been used to compare the performance with our
proposed method, FOLNN. The experimental results
show that the accuracies of our proposed method,
FOLNN are better than PROGOL in both datasets. The
better results are according to the weakness of learned
rules generated by PROGOL.

In addition to the results on the ocriginal dataset, to
see how well our learner handles noisy data, we also
evaluate FOLNN on noisy domain. The mutagenesis
dataset is selected for this task. Using the three-fold
data of the mutagenesis dataset in the last experiment,
10% and 15% class noise is randomly added into the
training set, and no noise is added into the test set. In
our case, adding x% of noise means that the class value
is replaced with the wrong value in x out of 100 data
by random selection. The accuracies of PROGOL and
FOLNN on noisy data are shown in Table 4.

Table 4. Performance comparison on the noisy
mutagenesis dataset.

Neoise PROGOL PROGOL PROGOL
levelin 9% noise 10% 15% FOLNN
dataset  cotting noise noise
setting setting
10% 64.23 69.72 71.29° 84.01
15% 60.56 61.54 65.31 81.28
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Since PROGOL has an ability to handle noise in
data as its option, “x% noise selling” in the table
specifics that noise option of PROGOL is set to x%.
As can be scen in the Table 4, our proposcd algorithm
stifl provides average accuracies higher than
PROGOL. When 10% and 15% noise is added into the
dataset, the PROGOL performance significantly drops
due to its sensitivity to noise which is the main
disadvantage of first-order rules directly induced by
the ILP sysiem. However, accuracy of our method
decreased 1nuch slower and is much higher than that of
PROGOL. FOLNN, because of the ability of noise
tolerance by combining with neural nctworks, is more
robust against noise than the original first-order rules,
FOLNN prevents overfitting noisy data by employing
neural networks (o give higher weights to important
features and give less attention to unimportant ones.

4. Conclusions

Leaming first-order logic programs by using neural
networks is still an open problem. This paper presents
a novel hybrid connectionist symbolic system based on
the feedforward neural network that incorporates
inductive leaming from examples and background
knowledge, called FOLNN (First-Order Logical
Neural Network). FOLNN alleviates the problem of
first-order rules induced by the ILP system which are
not robust enough to noisy or unseen data. The
prominent advantage of FOLNN is that it can leam
from inputs provided in form of first-order logic
programs directly. Other leamers cannot directly learn
this kind of programs because they cannot select the
appropriate values for variable substitution, but our
method can solve this problem by applying the MIL
concept to provide certain input data from first-order
logic input.

The experimental results show that FOLNN
presents the ability of noise tolerance and produces the
better performance than PROGOL. This is because of
the ability of neural networks that can select important
attributes and then gives higher weights to these
attributes and vice versa.




<

‘r;. lthough our main objective is to learn the first-
er logic, FOLNN can be applied to other tasks such
eamming from propositional datasets containing
Tiesing values in some attributes.

(e interesting issue is knowledge extraction.
S owledge extraction from a trained network is one
A ase of the neural-symbotic learning system [9] and is
[ significant interest in data mining and knowledge
iscovery applications such as medical diagnosis.
Huwever, this phase is not included in this work and
e have niot yet explored rule extraction from trained
hetworks. Nevertheless, we surmise that many
ipsearches [9, 22-24] can be adapted to extract rules
:il 4t our networks.
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Abstract

Most classifiers often struggle with two main problems
when (1) there are some relations among the input data
and, (2) the input data is imperfect or has some noise. A
first-order bayesian network (FOBN) is a powerful classi-
fier that can cope with those two problems. Because of its
complication, however, it is very difficult to develop an
efficient algorithm for constructing FOBNs. This paper
proposes 2 new framework for constructing FOBNs by
combining two algorithms, namely, inductive logic pro-
gramming and a bayesian network learning algorithm.
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Poztures
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Abstract

The advantages of Inductive Logic Programming
are the ability of employing background knowledge
mm of first-order logic and its highly expressive
atation. Nevertheless, an ILP system is not robust
to noisy or unseen data. Moreover in multi-class
cation, if the noisy example is not maiched with
rned rules, it cannot be classified. In this paper we
a new learning method that alleviates this
by enabling Neural Networks to handle first-
logic programs directly. The proposed method is
the First-Order Neural Network (FONN). FONNs
eive First-Order Logic programs as the input of
works. Our proposed method has been evaluated
inite Element Mesh Design, a first-order learning.
The experimental results show that the proposed

unfineo

n1s IsunsuassnziFegionioszuy lousan
ST P & 4 oy o !
ssuugveunivagYuyyninFaiveanausol
¥ o a = P <
imaauniglunsiFoug Iauagag laaunsoatuie
{ 1!’ ] ] o ' V =
Fidagnravae eg19 1sAmmssvn lensamdu
=y . oy s 4

H inumuAsdoyaniidyyasunin ifehissyy
A 8 £ ar 4='v o b a
aWunduuaveyadnyasiorniilvnisduun
4 o ret o o a r : ay
18 tleenin Wiingiinsefudzetaiu uenenil

»
nAvArag ez Iia e 10l Imnsogasuun

»
ar

WAteidnaneszyumMsSou gt Ivifidiiisea

imhng WisSuundaedauyumasssinnuas Wi

35

= = s oad o o ::; =§
malsau3lilsunsunssazlagiiisealinisnduaunnilg
Learning Logic Programs by First-Order Neural Networks

DYWD FHEWUITY 1Az YauaTu Nadsna
= = =) o =
A InTsuABURNUASS AN INISNAmIART

JHIRNTTIUMIINGTAE auuwe1 In Yrudu ngaimnag 10500
Email: g46tll@cp.eng.chula.ac.th, boonserm k@chula ac.th

o

& = £ 3 ) » = ¥
mndsnusegnaiddussuy TeusaR hldssvvdangu
y . = o o b 4
$u  uazowsosudunalugluvyrenssneduAuinils
o =t < dyl o o oo
whmsiSouglalpeasey IneiSonseyuiin wiseauingsn
] o W a
SuAUTNY  uazvInnIsnATeUAuToyanIs AT IEH 1N

L) I ' P P 2 o
TudipBuud WU IRANITNABENH 1AVIATISORIIRITR

@ @ e

4 a o £y ' o
au ‘ﬂ'HLNJ.HT]Sﬂ‘]J’lJ‘ﬁﬂ’J?L’QﬂWBJQ’\Jﬂ’J??&’UU781155%’

Key-words: Inductive Logic Programming, First-Order
Logic, Neural Networks

1. Uni
m3Fouduounise (Machine learning)[1] 1u
upfafideimsadelisunsuneufiunes dmunsad oug

[ v »
nnfotsifasulddaniou I TaeTusunsufadain

S v

NudparunsaadRunIfie (concepiiTanndnafiudiosa

1

r »
flasunndaeunazannsodumanai laduld 145 unms
B a ] ] L3 [l =1 ¥
fwundedlnitueuinalaedigndes maSouives
A a [y o ' a
JsaTsadivatsdszianaiediu iy ns ldsunsuassnziia
g1y (lnductive Logic Programming: ILP)[1-3] #2794
2 ad - i
U5 N (Neural Networks)[l, 4] weisnud (Bayesian
Networks)[1] #nlidaduls (Decision Tree)[1] 1Hudu
o oy 4 ' od a o Y
msiFoujvsunieaazdsaandmuizieniillsfuam
Iudnyuzang iy
n1s WsunsuassnziFagiionsetousafisiu

=g = v 4 4 & o o
'J'ﬁﬂ'l‘iLSUuzﬂJﬂdlﬂiENﬂi'zlﬂT]HNQ‘HQH'I‘HﬁﬂﬂT:'T]Nﬂ'i?ﬂS

WNENTRUIY LAY 10



NCSEC2004

wnlszynd 1 MilRidedfuandaeinninsoufves
4 4 A o o w = A
wFeauudue tisavinuuafad tdvnnisSeuareylu
o g A .
suunYeIAsInzSuAAN First-Order Logic) Fudlu
- - -3 ¢ o ¥V ¥ 3 !
Anwmizvesmseiuronnuiueangud vinliid e ladenn
- aa ; o ow e 4 as L]
unrfiafi 1AnInitou uenainilassnzouduiinile a4
a o de v Y « v
afvisuurfafidudenlddniiassnmanidszwand
(Propositional Logic) 8ndt Unfudrszyyleusafisines
g1 lunssuundeenafiil 2 Yszan (class) Tav'le
usaerFudunyaiilunaiuigiinde (Background
Knowledge) #28Y910 (positive example) 4aAI8611
. ¥ -~ a o
au (pegative example) ué’".!ﬂzﬂtntl‘!mﬁ"lmf‘]ﬂimmdﬂﬂﬂ
- L] r L] d ) A a
AIBLAQUAIBEIINUA TuRTeUAqUAInt Ay Taadiela
3 ¥
ngf 18 W 1F5uundIndunarey Medinfuszgniuun
ufludresuindiasafung uad liasefezduun
» i
fnsnindudieday ed1elsfaudridredrainiun
fuunlanuAanaia iru gndygrausunauiiddoya
wedume Tl AszirlimssuundoyaiinswAanainly
»
A wenviniidusnhissuyleusad 1y 14 unsdwun
Classification)

Aregamiinsdmunfessreandesfungieszainisa

Aregnuruvalslssian (Multiclass

- Y1 oW ¥ : ' P ) o 3 o os
fuunlhdreioniusgszinnla Fan1siideyaiidynu

r

»
sunustiidresainiansogriwunlditeyg

sz lauazi e uaiud lunssuundedeanas

]
o w A

A ¥ » 1 - w []
mmmwnmna‘n1uﬂ1u1sm1smnmamﬂu

1
< a

- w2 a o 4 A
dnuwsil1é Tadlmditeituausuuiniuisiruniy
windweamsituuniied s TnoParekhiasHonavar(5] 18

W o o as o
UszgnamsiSoudnassondiiuiaseamiaiiniiii

row A w rea o ] da ¥
“u“'luﬂﬂ”aya“nﬁﬁ‘!m.lmsun']“‘laﬂﬂ]u uﬁ'.l']ﬂiiﬂ:fﬂﬁf

fududnuazvewssnmandUsznaieg Kijsirkuluas
auzf6] Mauaitiawsaldassnzdusufiniiasufy
- od ad - oy = ] 4 =t
veanimdin 14 i llinnwBanguannninszun teused
« Q¥ 1 1 1 e ¥ o i
sazinlAfA NN Y uATITH 1 Iudunsuusn

iuiudesldszuyleusafumimsadungiuuidou uds

~

4 o w- Sy = Yy a 4 av
inu‘mm;m:ﬁmﬂguaangﬂ'lﬂmﬁngmamsaamﬁnsn

¥
oo W

» . g
dnATanila 'Jﬁmm'Jm::ﬁﬂﬁ'wa1un116111uﬂﬂ“md1 3

11 e s ¥4 st v
uandduiudesisszunlousaiey

a 3 ¥

» .
TunuHellinruensFoujuuulnmifg,

L

d’ & - o )
YU Tﬂumm5fJamwninmﬂszumwmumi'[t]s;
y

assndagiils uahmnsafudunaluglinyye g

€

urufiniandimsioud1dlasnse lides ey, d

=£p

1 »
wigwluntsFoud Fmsiduausiisinisedang

Yedriavesszuuleusafi luaz Tmaiiudiudnnng,

ol ﬂ. at 3 d’ L o] < H
Fondinisfineuituild drsealladindudydy
(First-Order Neural Networks: FONNSs)

= 4 ad o w oA o
2. HspaHAGIndUAUNHIS -

d’ ¥ ; - =2 <t ¥ a
luﬂﬂ1111?7’]111]%58‘51]1011\1!’1"!7[‘3Uu:i.'llﬂi U

msiTou

d od v ow o A 1 = [
ITHALITADUALN YU Tﬂuazuumﬁmuoamﬂumuq
o = d ad o & a8 4 = a 3
Tﬂimﬂwmmiaamnmnauﬁ'u'nﬂuq BUNAVBIUN
4 ad & w oo & a e v o ] 4
Luﬁl’l‘.fﬂﬂuﬂUTlﬂuiTﬂUHﬁﬂﬂ'liI.‘i YUTHULNDIYAID 0
(Multiple-Instance Learning: MIL)[7, 8] uazlu

, ]
gatnduitnsdfuaniminvesilrseaitinisndu

n
Wil

2.1 Tassafavestizseariani indusutiniia BUNAY
b poor(Jol
| Auide:
peor{(Pe

wazhaiy

&4 = d ad o wod A -
tiesviniiareaiialdindudufiniariudse
=3 ¥ ar o o = ¢ - -’
M suniauinniaseaimidn dam
Yy o - 4 » - o
InsaafufivzinugunnnTasaaiwessiirseamm
] o [ ' [} o o
uslszgnd IR Tudednuaza e plindalugduuy

o
-y ot - - e i 5 u"
assneld Inseadsvesiinsoaniaifndudufinisg T

LEALTR

weak(x)

¥ » Ed

samilu 3 Fudiefu Ao Futluds (input layer) Fw
>

(hidden layer) UasFuUMRANS (output layer) luusa
= L q'u 3 é" [
sxdinnuvanouartiifidade Til
» » N E
D st dudufinaadadynnd (prediof
anqivninfhiiusmnuveangr

»
wuraatunss oy Tasazduduus a

1 » &
foyanoufiszdiuTfivudoq 1 sw

-

- 3 ﬂ” ﬂ, 1 @ a L) v
rvouluduileztusgivimudgnew® i

= a

AN ginal



NCSEC2004

= o k4 . e e
Fuaou IWUTHAFOURADTEHI1ITUL UL LA

»
ar

FUNAAWT FrouATIE I TumsiSoung
y o .: o
fnaududonld S1urutiiseuluguil
fnezdmualasgoinanusudouvoiiuifa
fdeamsFoud

- 5 ar 3 = = a Ay
Funadng Wusufinaastaunifafidownts

» »
Wszvwimnisud lassuiiszdiuiam
- f 3 2 a o =

nadnigaMiguentaiin $1uautaseulu
¥ » » 1
Funadntsziiusgiudiuiuuuifanmuad
o -3
Avamisisou

] - - 4 aa a @
| MATEUUUIRAVEL poor(x) mmauvgﬂﬂ‘lﬁﬂu

185 ulsenoulUfrod10d1909n 1 @1 fe
Bibin) 39 John (Whuandfewndiu  (lazy(John)uaz
u{exh’avagant(.]ohn)) fife019ay 2 A2 Ao
'{-'f ) uaz poor(Bob) Taeh Peter Hnaudsonu
il s (weak(Peter)) Bob iumnjuiosuar i
1 Sune it 185t neoudynaffidang luaamgd

a (=)

AIR30f U Ao lazy(x), extravagant(x)  WAaT

( Hpoor(x)
()

lazy(x) extravagant(x) weak(x}
invaz InssadnveatingsnTasdvua i ludy

¥aull | HI50U

37

¥
& s o

¥ k] »
Aanuluguindesdog 3 Taseu iounudnymezya 3 &y
» - 4
wollu i ruiiasenlutrunadni sz Hifes | Hsou
e A o = o a &
MU flesnmafafdeamss ouilifios 1 uudamniy

#B poor(x) AaerasTugd 2

o Y ¢ ad v w & & a =4 b
2.2 BunevesiliseanimdinduduiiniislasndnnisiSon]
uuLHaIad g eEBY

o a = ad v owvoa A
2.2.1 Buvavsstiz eaniad sndududinils
o = <5 =] o r
Tasdnaudsunavesiaseamisisnazoylugy
yo3§1uImMITI uAIBunnveszuy TousaReroy uglves
¥ a o w v & oa w a &
50z (ATuigindwazdredi) Auiuiidoutlfoud uya
fuffudnyuzvenssns Wi uduneiimmnsaSouildlag
o o e v i o & a t <
Tseatiadindonou manldoussiiiias 1 daetn fas
11seu Tavded1a [ AnvzgnilBeutiifue [ iesdiu
o - 9 1o ar o o_&
Bunnveviiseu dumusidws ludgrailsziniiseu
3 1 qu' N o () Y = o, <
faemneiindsingTudredrauddnnnuetaduadalu
¥ a o W ' a ¥ e ow o
auiginds uadladduedalunnufgiindanes

o "

fimuabidunavestrseulidsuiluo  #redruwu 1in
aretndunaluglfi 1 disn)deudasin poor(John) T
- of ad ¥ Y 1 a o
iWudunavsudadsnuds v ldd18unaveciasou
lazy{x), extravagant(x) oz weak(x) Ju i, tuazo
andey eanndisunudunls x  ludgwerivewdas
fia50uAq8 John Fadlumafiveid1061a poor(John) uda
wldilu lazy(John), extravagant(John) e weak(John)
%4 lazy(John) uaz extravagant(John) Aiua3e luanufnd
g Idiaunaunaiavouidiu 1 luvazd weak(John)
itfuadatunnuiginds Safisudu o Snfudiod
.
r
poor(Peter) 1az poor(Bob) ﬂ:'l.ﬁmauvgmmua'samﬁu
1,0,1 48z 0,1,1 @&y
[l o & a awy a
st lsfansiiesninunafai sy lsuoaf
¥ v »
arednrsaddwlsImidu ludgnanilasiidaedsdu b
' ' a w .
dsingegludiudivesny s lmifasnyutuine
° ) @ a fd o 1Y . a 3
dinldefugn 1 duRuniiie19s) (relation) v

or o

azdywid  pUIUYU poor(x) € parent(v,x), poor(y),

4 = 3 ar 2 A o ¢
lazy(x) FmMIarsawls y Yununouaanuduius



NCSEC2004

' wr [ L3 o
szﬂ'mﬁtgmﬁ parent(y,x}) U&a¥ poor(y} UAIINITAINA

» ¥
plsFulntludavusfissirilimsadndunadiviy

=

= - "N ¥ o
isswdailgmaim lusiueutiu i d1andigings

wazdreiuiTudwddnyuzdudagli 3

‘nJ'n 3. Bunmiiindaywerl pa.rent(x ¥) "lummi’ i

14384

qa’ o = o
Tunsdilnssadnueutadisnrzlianududon
r; A ¥ A w oo o« -
windwioannlunnuipindalidyna parent(xy) Ay
L4
W saznifiosnndynniiiierdfinuud 2 dwess
»
a11307 18318715 ANud 2 Arla15TA15 1198 N LS
1 = ¥ o 3 o dy a - ar o A
o1ls Saldvmsaiiarouindmiuia 2 n3dl de
b 4
parcnt(x,y) uag parent(y,x) ﬁﬂﬁﬁmmﬁﬁaﬂuﬁuﬁwﬁw
dindusn 2 Fasou Faguldt 4 ummumuwmuwmunm
s ImingAae M iy lumsdmuanouna iy
HII0U 19U #9891 poor(John) Wavzimuaaiduna iy
1730U parent(y,x) huzununaunils x  A2umned John
r ar & rey a 1 ar T ] v
dmduls y  Faldinsdmuasinisindiedia valdl
annsaszy IR Iweumuiuls y  Areminaila uazans
[l »
wnus eRIA LA aznuiufee 11 unAvoeiiaTou

sAnFRMUAULEAL TUATT 1A |

Iszv{x} extravagant(x) wex (49] partnt(:,y) parenty.x)
TTJTI 4. luﬁn'ﬁﬂﬂnu'ﬁﬂuiuwuu’uﬂ_\ 5 u'J:TE)u

1 (-] LY l& ﬂ‘. L o
AUATEUVB parent(x,y) Mifiailyrnuiletnindoununidi

u1ls x #498 John uda ldnzunusmduds y faedinsila f

33

TifueFaluanwiginds i I Bunaue of,, § oud
parent(x,y) i ¢ Tunnnssl i yon9d
uﬂ'ﬁ”

Fumnaiinneg ok
£ P

parent(y,x) ABUNVD 3Tl

UNU x #70 John UMY v #3¢ John 0
UNU x A28 John My y A90 Peter l
¥ 1 0

UM x %738 Joho UnK vy #78 Bob
—
¥

ar 1 =1 1 o
21208 d A uuERdIH I UIIA 1T R 1y

"
=

auna Iidutiasoulunsdd

guuilszdaiiasews

Sor o

wilshlfumasnnuduiusdudaymaldu Taodunlni way

Usingegludiudiveangdae Tunans ez il wony
o A ] Yo o ¥ A I 3
ansofivuadfniusubituiaseu 1A tiesnnhing smiur
' Vg Ve o & o W "
i i fudulsiuaninnuduiusf ol
ThimdnmsvesnisSouduuunatodradages Mugg =00
Instance Learning: MIL)[7, 8)nulszynsliieviimsag

Yo a d o A o ' v i
ﬂu‘f!ﬂﬁlﬂﬂUu?iﬂaluﬂliiﬂﬂuﬂUﬂH‘uQ ﬂQﬂﬁ'l'ﬂ'u‘H k2

N »
2.2.2 Aaail

2.2.2 ndnnsiauduuuvaiediagiagen
nsSoudunuvaiined s vt o ud e

., B} Taudi o dluig .
B i E,

1zdsenoulUddean0nm

n135ouifiuga (ag) (B, By, ..
YB3ge uaazgd (B)

P
Bim) lagfiqanilelsy

(instance) m; @3 {By, By, ...,
a yﬂ o ' . 2. 4 1 g
fivualdi UQIAIBHWUIN (positive bag) NABILDNE
Ld . -
tuiidledndesediadise | aiiuuan uazezimig
o 1 . g1 & u oo $ mvﬂ]ﬂ]
ilugadied1aan (negative bag) Aavidledlotiagemm
b > 1 )
Tugaiuidudrediauianua Taofigadiedraung
AvualdTnudmuy Qabel) @y 1 daugadaedied
anilu o
Y 3 & o o ad o4
msutasdiedn lifusunaldiuiadine
A29013090 1 A2 unudIgaR10g19uan 1 ga uas

#06190u [ Fad0qafaeday 1 ga (upsdd




NCSEC2004

fuuvairdszianesis g uilugadietia
o I
siaming) lugeezdszneulldrednadndend

nnIsunuaIRIulsfrenInsRudarsuy

o

peastRauwAn L IR 3 lumsiSowmndaues

o v

9918019 INRIMLA 2 93 7D poor(John) HAz

poor(Peter) {4A1861381 1 93 Av poor(Bob) uazhuitdaz
guezdszooulddsdlndndeeianug 3 67 11amMsunNU

A5 y @201 John, Peter uaz Bob daugpsdiettalu

@17 97 2

i ar T I3 W a 4 a @ e I
M1 2. mailaad 19819901 poor(John) Tiudunw Idiuiseaiiaiisndudufinils

§ee19 184 poor(John) [ lazy(x) extravagant(x) | weak(x) | parent(xy) | parent(y,x)
% x A28 John UM y A8 John o | 0 0 0 0

1% x #20 John 4 y #20 Peter I 0 0 0 1

i x 720 John unu y #38 Bob 1 0 0 | 0 | 0 j

o ar

Ed 1
amfuiniigadled e 1d Tdldidusunyn
ad [] a 4 LYY o o5
GinuaziinisiSouilasefodanaiiuudin
udana$iiu (Backpropagation  Algorithm)

SouduuunmeRInseae[d, 10}

.. : L7} o g ad v oW 3 1
B v mihveaiizseardmdsndudvinils

B . o . ;2,2 4
CnsdSus niminre udwdenuuiz i n g ud

»
oo

» » »
Q‘i‘iluﬁ'llﬁ'l NUTUTDU URTTEH I TUFBUNUTU

w1 o’ ar [y LY 1 B
qsﬂsvmmwunﬂzmuaﬂmwmuu ANIDHUNTU

12014 Tautiour1aswAaNna1As 11 (Global Error:

E=iE( L)

i=l
i dlufianuRana1nvednIRIBnILARZEY Fallu

LAy a 1 2
iBonnlszinnyeagaiesiiug fe

g (SmE, B 2
! N __
g}gﬂx‘Eg lJfBl_

o @ 1 oA o o
S TIAANRIRYDIRIDENDEUSTNAIY

¥ 0 if (B, =+) and {0520, 3)
-5, =40 if (B, =-}and (0, < 0.5)
_;_ (0~ l‘)z otherwise

+ MuTeil Qadeg1aLan

LB = - manedd gaRlsday

39

0; MUWHI AN N 1A INgaRIee R i AIed1
UaU“j(Bij)
L vnada authwuioveegadioeiaf i
lun@euudazsou Megnhldlumsaouszgn
[ o & =t =4 [y [ ' - [
Houldfudindiofiazqeiiaziesdes samiuszsiing
»
MU IATINHARA AU WABYA 0819808 Tugalug
amauns (3) Minsdifigadeduiifeuirudadindu
R0t ININLAE N Ild e 1atsef I AeuHAN DA
Fuouds dedudssiinde iduiiudesdlonudiiia
ad vy e o 38w oy A A
Asnuaz hidsvhmsdfusnimmindwsoulag mswie
HdresngesRnTuiludedieiiniigededraiuuan
2 ad g ¥ ¥ ¥ r 3 ad '
uaziaddniwunlgadewd uaduiunsdiduqsini
= a .| oy g
Rewaraveagasiesnfvzidiulawanms 2) viniwie
founsuyndrstndesluguidfestinuianainves
a a A @ v oA ot o
fan 14 lihihmsdFusniminve aduideuamisvoudn

LY Y A o LY 1 [ o
wsonundu udrloihnmsfengedrednlmidiliuassin

o L] o z - - = g r
mrudinudunsudn TassgnganszuiunsiFouiidon

anufawaasauluauns (1) Siasassudgaismuall

wiasouivunsusmauseud Iasmualy

3. MmIanaasWazHanInaaed

Tumsneasusninadoya Dataset) msinsiz
I lusiofiund (Finite Element Mesh Design: FEM)[11]

wldihmsneae: Jgm FEM  figajamuiaiiomingi 14



NCSEC2004

Limsasied I ludsdnud lulasadadimsuay
vidwimnssy nquaruigivduiudnvazdiagaea
- ¥ Ld LY 3 & 1

Lisaad e Yrenoudodnyazvoududion v long waz
crcuit “a4 (30U IVIDLIR 19U free uaz fixed “a4 lan

1°ni not_loaded uag one_side loaded “a< uaz@I8t1a 12

Uziandaeiu lavezininssinnainduavesndszney

(Element) fimunzauveslassairaiu A19gNLAREAIYN
940 g’hﬂgﬂlmu mesh(Edge, Element) l.‘j ® Edge ﬁﬂ‘f’a
Taseerd oy Element Ao $1un0sfUsznaunislu
Trsardaotu Mudnaudaetharianua 278 dae61e Tuns
19080171433 4-fold cross validation [1] M Taoudadoya
_vfmuﬂaamﬂu 4 iy YN 4 A
'l'uun'azﬂszw:Lﬁanﬁ'mwﬁ"q'lnqtﬂuqﬂmﬁammzduuﬁ
wide 3 dausz1didugaaeu )

Taserfraveatindfnfi i inoudireuludu
sudianan 130 Tasou Avuasinaudgindai 145y
W fvseulusunadng 12 faveu Auuasinlssian
vesdet1s naz I iiroulusuden 8o 158U
nnaaed) IadrnimaiFoudithy 0.0001 uazd1lumudy
w097 TawnszurumsiFoudszngaiiensy 6000 sou

HIof IR uAANRIRT A DO T 0.05

L s &
maah 3. sanfToufeunlefidudniugndealums

nagoufiuyadeya FEM
fane3fin | nlefidudanugades
FONN 59.18
PROGOL 57.80 [6]

RIS 3 uaAsRamInARDLH 18 NI nATB UL
yrdoya FEM uffoudisusznin FONN Gimsiduaue)
fiu PROGOL Suifuszuylousafifiss@nsmwuinga
szuumileluilegiu saiudl FONN  musadeuiuaia
sinyadoyanssnzsuduiinis1duaz Ifledifudna

gndeslumsswungnil PROGOL[12]

4. o

»
= oa oo

PudTeil 1S inaueidsoafiainuyy

o ar = o - = v
UszgnadifuuutfeveanisSoudiBanssne Sondq

P SV R S 4
luﬂnsmmﬁu'n'ﬂmmmﬂuuuﬁmmuﬂumiﬁm 1

ﬂﬁﬂ‘:

famsiudosrtaveanisTilsunsurssnnifgiy

a f of o w A A4 AN aa .,.,
N'liﬂﬁluﬂli‘iﬂﬂ‘lﬂuﬂﬂu‘lﬁﬂmﬂﬂﬁ'lll'l‘)'ﬂillﬂun .

-

v v od 4
jUnyuveanssnsdudvinitnldTasas wazfify

o

L .4 . L -
fssamadindmundedeyaitdug usunnyg  Utiliz

Y
ALY

Y a
5. 18N9149849

(11
[2]

(3]

(4]
(5]

t6]

(7]

8]

7]

[10]

(1]

(12]

N#AS
T. M. Mitchell, Machine Learning: The M

Companies Inc., 1997.

N. Lavrac and 8. Dzeroski, JInductive

Programming Techniques and Applications g i
Horwood, New York, 1994. i kitt
S.-H. Nienhuys-Cheng and R. & Wolf, Foundaigh

Inductive Logic Programming: Springer-Verlag .

York, Inc., 1997.

C. M. Bishop, Neural Networks for Ful
Recognition: Oxford University Press, 1995.

R. Parekh and V. Honavar, "Constructive Tl
Refinement in Knowledge Based Neural Netwil§
Proceedings of the International Joint Conferenz|§-

Neural Networks, Anchorage, Alaska, 1998, ' Contr
B. Kijsirkal, 8. Sinthupinyo, and [
Chongkasemwongse, "Approximate Match of i
Using Backpropagation Neural Networks,” Maifl-
Learning Journal, vol. 44, pp. 273-299, 2001.

Y. Chevaleyre and J.-D. Zucker, "A Framewoi -
Learning Rules from Muitiple Instance Data," B
European Conference on Machine Learning, Freisl
Germany, 2001. )
X. Huang, S.-C. Chen, and ‘M.-L. Shyu, "An 0" a7/
Multiple Instance Leamning Framework aoi f: -
Application in Drug Activity Prediction Problsfl’ una
Proceedings of the Third IEEE Symposium i
Biolnformatics and BioEngineering (BIBE:
Bethesda, Maryland, 2003, 3
P. Wattuya, A. Rungsawang, and B. Kijidff
"Multiple-Instance Neural Network with SFEE
Boundary Criteriz," The 7th National Compie:
Science and Engineering Conference, ChogF
Thailand, 2003. |
Z-H. Zhou and M.-L. Zhang, "Neural Networt i
Multi-Instance Learning,” Proceedings of !
International Conference on Intelligent Informd!
Technology, Beijing, China, 2002.

B. Dolsak and S. Muggleton, "The Applicatiot§
Inductive Logic Programming to Finite Element L
Design," in Inductive Logic Progreamming
Muggleton, Ed.: Academic Press, 1992, pp. 453§
S. Roberts, An Introduction to Progol Tect®
Manual: University of York, 1997. Chart

-

ATTRT I
P ]

3 Neur
o 3
FUHAY

mylF N

M uN
AN
mALn
Rudny
Chart P
Standar
Pearsor
s

W




qﬁi A9AT LAz Yoy ﬂ%ﬁma
ﬁwnmﬂssnﬂﬂumms ‘
pssuenaRs Ynasnstiuninende

Hivan In Unaiu ngamwa 10330
siri(@hotmeil. com and beonsermn k@ chuta.ac.th

UNFRGB

e iﬂamz.r?my azwwmuﬁ uilgnivey
Fupnyyaeszinnya e 211850y

Abstract

pproaches  for solving a2  multiclass
ication problem by Support Vector Machines
are typically to copsider the problem as
atfon of fwo-class classification problems.
OUs approaches have some [lmitations in
fcation accuracy and evaluation time. This

LENETTRUTLED 1

- P
INAUAMNSUANATIATUTITTUINS

@ o =
ﬁ'lﬁi‘lJ“liWWB';ﬂl’)ﬂlﬂﬂillﬂ‘lﬂmlmﬂﬁﬁ'lUﬂi%lﬂ'ﬂ

An Information-Based Dichotomization Technique
for Multiclass Support Vector Machines

TN BIUNY
dnindanansaumnsmens
unTingduadeanyel v 222 a.lnsy3

.98 2. UATATTITUTIY 80160
Email: pthimapo@wu.ac.th

paper proposes a novel method that employs
Information-based dichotomization for copstructing a
binary classification tree. Each node of the tree Is 2
binary SVM with the minimum entropy. Our method
can reduce the number of binary SVMs vsed in the
classification to the logarithm of the pumber of
classes which Is lower than previous methods. The
experimental resufts show that the proposed method
takes lower evaiuation time while it maintains
accuracy compared fo other methods.

Key Words: Information-Based Dichotomization,
Multclass Support Vector Machines, Entropy

1. Unii

[ L4 < = = = wda ¥
FrnednnawefusruilumaidanisSouinltd

aaudaigusnadalumsdwiamszuiunaisia

(Hyperplane)

[l .
s

fangalumsnendeyasonsnfiu lap .

o _ o

1 » » ]
- ludrasnasuiumaiiaiiiidodwasgiamunsaduun

{oyalAiRssrastssinnm niv udluilgwinisd uun
1 " oa ] & a9 oo
dngimiunuunarolszian dounSadlgwann
¥
matiail IfeunsalF Iddunts S wunuumaedseinn
FEmsdaungdnenflumaiWadFundwunuuees
¢ ar 8t Y ' o ]

UsziamuairAanguu s i g myswunuuumia
o d . a

Ao (One-against-the-rest) iupmI vudomlsziom

&4 o 4 4 a4 o
ﬁﬂHf\“u@ﬂUﬂizmﬂﬂ HNHADNIMUA LUDENMTVUNLIDY

Algorithms and Al [> 721

W.utcc.ac.wncseczoosj




- R | . ]
WIAONIN (Oneagainstone)  SuilumsnSoudioy
& w 4 o
tssnmioyaniiiinlssinmdeynduiioziszim (]

o ‘o F aa P ¢ &
Uﬂﬂﬂi'ﬂuuuﬂ‘r?ulﬂuﬂuq.iu?'ﬁ MIVWUNIUBVUL

1 ) 3 ¢ a &
denindydimrugndssganimssuuniuuniive

fnde ud 1gamlunissuunuiundt [s] deu
Phetkaew, et  al AIU03501510M0% (Reordering
Adaptive Directed Acyclic Graph (RADAG)) [8] éﬁ% ‘ch‘%z
fmadondwuvosTuafimueanddi Tomefezduun
Anmatadoo Taol98anos Ainveamdugauysaluun
ﬁ'wﬁ'nﬁ'ouqn (Minimun-Weight Perfect Matching) [4]
unelimsdas uduﬂmﬂunni‘?wmnm’muﬂ YR
fimTuAsnaTAannInInIBIoReT (9] edwlsinmludi
findndrdudmiumsiwndoyn cifsmanlag 33
mi’mﬁm‘i’lﬁ’mh’fﬁm‘mﬂ‘s:wmmsimunﬁ'agaﬁ‘lu 3l
afr dlosmnlumsiuundeyaudazafimmsoda
Joyai LigndeseenTu1Aifes 1 Uszamdondariniu
#BY1 Kijsirikul & Boonsirisumpun iusmseriedu 'ty
AmSunsSuunumaTeysHand 2635 nURNAS w
tru7 0 (Balanced Dichotorization Classification) {7] fivins
§uundoyalasdumszuniiuidoyalusumied
augi grnsioyamuaturazsovini nun Mol
nsdwundoyausozadruedayszamd higndes
eonlUumnnin 1 dssan et lumsfunazumnty
swifonszunfuvsdoyaufa s ununlszamiaan
sfhadordvossuiisledforfunniiqe mold

aupAguidinnhedulumsiiadoynuidos

»
sznmvesdoyaaeuilfiindfisiudoyanamey 354

- =1 4‘ 1 al r B
azun’nummzt’funsmm‘fnqmmnzﬂs:mnummu1%:

dulunmfafioif Taeds demoenadistu 1
geshaiinmmumaii e Fadewaldirinoundluns
fuundoyausnzilisiameziiaind@oety uaunily
vidoyoiituduunenbildiamaheaiulumsda
st ndmsT b AW e waunflumsdun

Joyaudarilsuanit IndifsatuTashiRvsanaimnie

Wwlumsindoyoudasisaamisy snovoetyige W
rmﬁ'umuunn"lmm’mmﬂumswmﬂmmmqq ;2
L-‘L‘Iuﬂ‘ﬁﬁ-’ﬂuﬂ'rmﬂnwmn'ﬁunmnmﬂm‘l o :

nwmmuv"uuﬂumﬁmﬂnuhmﬂmun%'uqﬂm
tf%’unu‘lur‘hmufnﬂ'umnuuvﬂmuﬂsumnﬁmmauﬂ
msunnﬂsqmurmﬁumﬂ'[numsmmmu1v sluhuny
mn'ffnnmmn"ﬂivmﬂnﬂﬂumsﬁumi"umnum
fioya 'lumam;umﬁmmwmmnammumdumx
$wunavdodssmailog & A%y -mﬁummnnmm
nsdwunndons1dlasnnz ouwuqnsmi]tgmms

] d
WUy 1um1J5.mmﬂmmmmn

[ 4
2. Smmefannmeiiuyiuiasngufaaums

(Support Vector Machines & Information Theory)
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2.1.2 snofannaouuyduuuy hitdadu (Noo-
linear Support vector machine)
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Polynomial Kernel
Expected Output|Expected Output| RADAG] Maxwins

Dataset| vae of | Vaiwe of | (1) |G&-1¥2)
of BD IBD | of BD BD
ogzk)
Satimage (2.474 499912585 4.847) § 15

Shuttle  10.965
Vowel |3.459
Soybeas |3.617

5.35972.807 5378) 6 21
3.385(3.45% 5.665| 10 55

6.971(3.907 6783 14 105

RBF Kemel
Expected Output|Expected Output| RADAG | Maxwins

Dataset| vame of | Value of | &1) |G&G&12
of BD IBD | of BD BD
- (ogk)
Satimage [2.474  4.734(2.585 4577 5 15

Shuitle (0.965 4.982(12.807 5758 6 21
Vowel |3.459 5.628|3459 5819 10 35
Soybean |3.617 5.400(3.907 6.591 14 105 J
asedt 3: WS ufsumanugades
Polynomial Kemel 2
rDﬂtﬂs&t d IBD ngD d RADAG| d M=ax
Wins
Satimage |6  88.850| 6 87.840[6 88900 |6 88.453
Shuale (8 99924| B 995248 99524 (8  99.924
Vowel |3 64935| 2 65.022|3 64502 |3 64.329
Soybean |3  90.882| 4 B9.529|3  9L176 |3 90.471
RBFKemcl
Dataset [z mD | < ¢ RADAG| ¢ Max
Wins
Satimage [0.5 91950|10 91.350|0.5 91950 (05 91984
Shumle (3.0 99.890/3.0 99.8%6 (3.0 99.897 30 99.897
Vowel |03 66.450{0.2 62.900 [02 67.100 |02 65.340
Soybean J0.0? 91.471|0.04 89.118 |0.07 90.882 |0.08 90468
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